**Selenium WebDriver with Java - Interview Guide**

An Interview Preparation guide for Selenium 3.0 & Java 1.8

Abhay Bharti

**About the Author**

**Abhay Bharti** is a proactive test engineer with over 12 years of experience in test automation (Selenium, Java, Cucumber). He has worked in various spectrum of IT field including telecom, finance etc. As a result, he has been involved in planning, development, implementation, integration and testing of multiple applications, including multi-tiered, standalone, distributed, cloud based application. He currently resides in Bangalore,India. He enjoy spending time with his wife Prabha & daughter shanvi.

**Table of Contents**

Contents

[1 Chapter: Questions on Java Concepts 8](#_Toc6827516)

[1.1 Explain Access Modifier explanation or What are the different access modifiers available in Java? 8](#_Toc6827517)

[1.2 Explain data types in java 9](#_Toc6827518)

[1.3 What is an Array 12](#_Toc6827519)

[1.4 Difference between Array and ArrayList? 15](#_Toc6827520)

[1.5 Why do we need Maven? What are the advantages? 16](#_Toc6827521)

[1.6 What is Maven project phase? 16](#_Toc6827522)

[1.7 What is Maven Goals 16](#_Toc6827523)

[1.8 What is the difference between HashMap and Hashtable? 17](#_Toc6827524)

[1.9 What is overriding? 18](#_Toc6827525)

[1.10 What is overloading? 18](#_Toc6827526)

[1.11 Explain exception handling 19](#_Toc6827527)

[1.12 What is the use of finally{ } block 21](#_Toc6827528)

[1.13 What is the need of user defined exception? Have you ever created a user defined exception? What is the syntax & how to do it? 25](#_Toc6827529)

[1.14 What is difference between throw and throws? 26](#_Toc6827530)

[1.15 Can value be key-value in a hashtable 26](#_Toc6827531)

[1.16 What is difference between StringBuffer, StringBuilder and String classes? 27](#_Toc6827532)

[1.17 What is garbage collector in java 27](#_Toc6827533)

[1.18 Can we achieve multiple inheritance in java? 28](#_Toc6827534)

[1.19 Final and finally keyword difference 28](#_Toc6827535)

[1.20 What is the difference between set and list 28](#_Toc6827536)

[1.21 When to use List and Set in Java 28](#_Toc6827537)

[1.22 What is arrayList and how it works? 29](#_Toc6827538)

[1.23 Can we have multiple catches after the single try? 31](#_Toc6827539)

[1.24 How to iterate ArrayList? 31](#_Toc6827540)

[1.25 What is hashmap and how it works? 33](#_Toc6827541)

[1.26 Which version control tool you are using? Or Which version control tool you used? What are its usage? 35](#_Toc6827542)

[1.27 How you are merging your code to git? 35](#_Toc6827543)

[1.28 What all commands you used in git? 36](#_Toc6827544)

[1.29 How to declare Interface 37](#_Toc6827545)

[1.30 Why constructor cannot be inherited in java? 37](#_Toc6827546)

[1.31 What is linked list? 37](#_Toc6827547)

[1.32 When do we get null pointer exception? 38](#_Toc6827548)

[1.33 What is default constructor 38](#_Toc6827549)

[1.34 What is constructor 39](#_Toc6827550)

[1.35 Why Constructors are not inherited in Java? 39](#_Toc6827551)

[1.36 Can we overload static methods? 40](#_Toc6827552)

[1.37 Can we Override static methods in java? 40](#_Toc6827553)

[1.38 What is difference between Interface and abstract class 41](#_Toc6827554)

[1.39 What is difference between Abstract Class and Concrete Class 42](#_Toc6827555)

[1.40 What is “this” keyword in java? 42](#_Toc6827556)

[1.41 What is “super” keyword in java? 43](#_Toc6827557)

[1.42 What is wrapper class 43](#_Toc6827558)

[**2** **Chapter: Algorithmic/Data structure problem** 44](#_Toc6827559)

[2.1 Write a program to print the number pattern given below 44](#_Toc6827560)

[2.2 How to reverse a String in Java? 46](#_Toc6827561)

[2.3 How to reverse words in a String sentence 47](#_Toc6827562)

[2.4 Find duplicate characters in the provided String and also find the count of each duplicate character. 48](#_Toc6827563)

[2.5 Replace substring with another string in a string 50](#_Toc6827564)

[2.6 How To Find The Largest Value From The Given Array 50](#_Toc6827565)

[2.7 How to check if given number is prime 51](#_Toc6827566)

[2.8 Write a program to print Fibonacci Series 52](#_Toc6827567)

[**3** **Chapter: Question on Selenium WebDriver** 54](#_Toc6827568)

[3.1 What is Selenium WebDriver 54](#_Toc6827569)

[3.2 What is StaleElementException? 55](#_Toc6827570)

[3.3 What are the programming languages supported by Selenium WebDriver? 55](#_Toc6827571)

[3.4 How can you send text input to a focused element? 55](#_Toc6827572)

[3.5 What are locators, different types of locators that can be used in Selenium and their priorities? 55](#_Toc6827573)

[3.6 When should I use Selenium Grid? 56](#_Toc6827574)

[3.7 How do I launch the browser using WebDriver? 56](#_Toc6827575)

[3.8 What are the different types of drivers available in WebDriver? Or What are the browsers supported by Selenium WebDriver? Or What are the different classes which implement WebDriver? 58](#_Toc6827576)

[3.9 Can Selenium Automate Desktop Applications? 58](#_Toc6827577)

[3.10 What functions/methods can you use to wait for a page to load, or some element on the page to show up? 58](#_Toc6827578)

[3.11 Without using sendkeys how will you type text in a text box? Is there any method or class in Java? 59](#_Toc6827579)

[3.12 How do you deal with frame elements in Selenium on a page? Or How to handle frames in WebDriver? 59](#_Toc6827580)

[3.13 Why do we use headless drivers? How can you visually investigate test failure when using headless drivers? 59](#_Toc6827581)

[3.14 What is Page Object Design Pattern, explain with example 60](#_Toc6827582)

[3.15 How Selenium WebDriver works? OR What is architecture of Selenium WebDriver? OR Why do we require browser drivers? OR What is WebDriver hierarchy? OR Explain hierarchy of Classes and interfaces in Selenium WebDriver 61](#_Toc6827583)

[3.16 What is WebElement interface hierarchy? 66](#_Toc6827584)

[3.17 Why did you select Selenium WebDriver for front end automation of your application? OR What factors you will take into consideration before deciding a tool to automate front end of your application? 70](#_Toc6827585)

[3.18 How to assert title of the web page? 71](#_Toc6827586)

[3.19 How to capture screen-shot in Selenium WebDriver ? 72](#_Toc6827587)

[3.20 What are the limitations of Selenium WebDriver? 72](#_Toc6827588)

[3.21 What is the super interface of WebDriver? 73](#_Toc6827589)

[3.22 Is WebDriver a class or interface? 73](#_Toc6827590)

[3.23 Is FirefoxDriver a class or interface? 73](#_Toc6827591)

[3.24 What is the use of JavaScriptExecutor? 73](#_Toc6827592)

[3.25 How PageFactory helps you in achieving Page Object Model design? 74](#_Toc6827593)

[3.26 What are the types of waits available in Selenium WebDriver? Or Explain usage of each type of waits with scenarios Or How many wait commands are in Selenium WebDriver 74](#_Toc6827594)

[3.27 How to input text in the text box using Selenium WebDriver? Or How to type into a text box using Selenium? 77](#_Toc6827595)

[3.28 How to input text in the text box without calling the sendKeys()? 77](#_Toc6827596)

[3.29 How to clear the text in the text box using Selenium WebDriver? 78](#_Toc6827597)

[3.30 How to get a text of a web element? Or How can we get a text from a web element using Selenium? Or Which method can be used to get the text of an element? 78](#_Toc6827598)

[3.31 How to get an attribute value using Selenium WebDriver? 79](#_Toc6827599)

[3.32 How to click on a hyperlink using Selenium WebDriver? Or How to click on a hyperlink using Selenium WebDriver? 79](#_Toc6827600)

[3.33 How to submit a form using Selenium WebDriver? 79](#_Toc6827601)

[3.34 How to press ENTER key on text box In Selenium WebDriver? 80](#_Toc6827602)

[3.35 How do you select the drivers to launch a URL? 80](#_Toc6827603)

[3.36 How to check which check-box from multiple check-box options is selected previously using Selenium? 80](#_Toc6827604)

[3.37 What is the return type of isSelected() method in Selenium? 80](#_Toc6827605)

[3.38 How to fetch the current page URL in Selenium? 80](#_Toc6827606)

[3.39 How can we maximize browser window in Selenium? 81](#_Toc6827607)

[3.40 How to delete cookies in Selenium? 81](#_Toc6827608)

[3.41 What are the ways to refresh a browser using Selenium WebDriver? 81](#_Toc6827609)

[3.42 What is the difference between driver.getWindowHandle() and driver.getWindowHandles() in Selenium WebDriver? 81](#_Toc6827610)

[3.43 What is the difference between driver.close() and driver.quit() methods? 82](#_Toc6827611)

[3.44 What is the difference between driver.findElement() and driver.findElements() commands? Or How do you use findElement() and findElements()? Or its return type and few examples of where you have used in Selenium Projects? 83](#_Toc6827612)

[3.45 How to select a value in a dropdown? How to handle a drop-down field and select a value from it using Selenium? 83](#_Toc6827613)

[3.46 How to handle Ajax calls in Selenium WebDriver? 84](#_Toc6827614)

[3.47 What are the advantages of Page Object Model Framework? 85](#_Toc6827615)

[3.48 How can you use the Recovery Scenario in Selenium WebDriver? 85](#_Toc6827616)

[3.49 What is desired capabilities? 86](#_Toc6827617)

[3.50 How to delete Browser Cookies with Selenium WebDriver? 86](#_Toc6827618)

[3.51 Explain the different exceptions in Selenium WebDriver or What are the different types of Exceptions in Selenium? 87](#_Toc6827619)

[3.52 Write a code to wait for an alert to appear 90](#_Toc6827620)

[3.53 How do you handle an alert pop-up in Selenium? Or How can we handle web-based pop up using Selenium? 90](#_Toc6827621)

[3.54 What is the purpose of isDisplayed() function in Selenium WebDriver? 91](#_Toc6827622)

[3.55 What is the difference between isDisplayed() and isEnabled() functions in Selenium WebDriver? 91](#_Toc6827623)

[3.56 How do you retrieve the text displayed on an Alert? 92](#_Toc6827624)

[3.57 How do you type text into the text box on an Alert? 92](#_Toc6827625)

[3.58 Is Alert in Selenium an Interface or Class? 93](#_Toc6827626)

[3.59 What is use of Select class of Selenium WebDriver? What are its limitations? Or How to handle a dropdown in Selenium WebDriver? How to select a value from dropdown? Or How do you select a value from a drop-down field and what are the different methods available? 93](#_Toc6827627)

[3.60 How to send ALT/SHIFT/CONTROL key in Selenium WebDriver? 95](#_Toc6827628)

[3.61 How to set the size of browser window using Selenium? 96](#_Toc6827629)

[3.62 How to switch to a new window (new tab) which opens up after you click on a link? 97](#_Toc6827630)

[3.63 How do you upload a file using Selenium WebDriver? 97](#_Toc6827631)

[3.64 How do you find all clickable links in a page? 98](#_Toc6827632)

[3.65 Which library you used to read data from excel in Selenium WebDriver scripts? 98](#_Toc6827633)

[3.66 Challenges to run Selenium Scripts with IE Browser 98](#_Toc6827634)

[3.67 What is Action interface & Actions class 101](#_Toc6827635)

[3.68 What are the Challenges you faced in Selenium automation? How did you solve them? 102](#_Toc6827636)

[3.69 What are best practices for creating a UI test automation framework? 102](#_Toc6827637)

[**4** **Chapter – Junit / TestNG Framework** 103](#_Toc6827638)

[**5** **Chapter – Cucumber Questions** 103](#_Toc6827639)

[5.1 What is difference between scenario and scenario outline 103](#_Toc6827640)

[**6** **Chapter – Question on API Testing** 104](#_Toc6827641)

[6.1 What is API Testing 104](#_Toc6827642)

[6.2 What are different HTTP methods for REST API? 104](#_Toc6827643)

[6.3 What are different response status code & their meaning? 105](#_Toc6827644)

# Chapter: Questions on Java Concepts

## Explain Access Modifier explanation or What are the different access modifiers available in Java? Or What are the different access specifiers in Java?

Access modifier or access specifies are keywords in Java that set the accessibility of classes, methods, and other members. There are four types of Access Control Modifiers:

* **default:** When no modifier is used then member variables and methods are accessible in same class or in any other class in same package. Default Access Control Modifiers have the access control/Scoping will be visible only to code inside the class as well as in the same package
* **private:** The scope of private access modifier is only within the classes.

Note: Class or Interface cannot be declared as private

* **protected:** The scope of protected access modifier is within a package and also outside the package through inheritance only. Accessible in same package and also in subclass in some other package

Note: Class cannot be declared as protected

* **public:** The scope of public access modifier is everywhere. It has no restrictions. Data members, methods and classes that declared public can be accessed from anywhere. It is accessible to any class where ever it is inherited or imported

Order of Access Control specifies, from most to least order of Access Control Specifies.

Public -> Protected -> Default -> Private

## Explain data types in java

Data types defines the type and size of the variable and the kinds of operations it supports. There are two types of data types available in Java:

1. Primitive type
2. Non – Primitive type

**Boolean**

**Floating Type**

**Integer**

**Float**

**Double**

**byte**

**short**

**int**

**long**

**char**

**Data Types**

**Primitive**

**Non - Primitive**

**Array Type**

**Interface Type**

**Class Type**

**Numeric**

**Primitive Data Types**

Java supports eights types data types, primitives are the one which are already defined in the language and associated with a keyword. List is as follows -

|  |  |
| --- | --- |
| **Data Types** | **Description** |
| **boolean** | * Used to save two possible values - true and false * Default value is false * Useful to set flags to evaluate true/false conditions * Syntax : boolean flag = true; |
| **Float** | * Used to save decimal number * Default value is 0.0f * It’s capacity is 4 bytes * Syntax : float val = 12.5f; |
| **double** | * Used to save decimal number * Default value is 0.0d * It’s capacity is 8 bytes * Syntax : double val = 45.34; |
| **Byte** | * Used to store numeric values * Default value is 0 * Allows value range of -128 to 127 * it‘s capacity is 1 byte * Syntax : byte val = 50; |
| **short** | * Used to store numeric values, it is bigger than byte but smaller than int * Default value is 0 * Allows value range of -32768 to 32767 * it‘s capacity is 2 byte * Syntax : short val = 60; |
| **int** | * Used to store numeric values * Default value is 0 * Allows value range of -231 to 231-1 * it‘s capacity is 4 byte * Syntax : int val = 1; |
| **Long** | * Used to store numeric values * Default value is 0L * Allows value range of -263 to 263-1 * it‘s capacity is 8 byte * Syntax : long val = 60 |
| **Char** | * Used to store unicode character * It’s capacity is 2 bytes * Allows the value range of '\u0000' (or 0) to 65535 * Syntax : char val = 'C'; |

**Non Primitive Data Types**

It is also known as Reference types or reference variables. Reference variable are used to access the objects. User can create reference variables using constructors of classes. Default value of reference variables is null.

Syntax – ClassName RefObj = new ClassName();

### 

## What is an Array

Arrays are objects in Java that store multiple variables of the same type. It can hold ether primitives or object references, but the array itself will always be an object on the heap, even if the array is declared to hold primitive elements. Each Array has a size and it can’t take value more than the size.

In order to work on array, we need to know three things -

1. **How to make an array reference variable ( Declare)**

Syntax :

<Data Type> <array name> []; //square bracket can be at left/right

of the identifier

Or

<Data Type>[] <array name> ;

Let’s create array of an integer

Example :

int arrayOne[]; //an array is created with name arrayOne

Or

Int [] arrayOne; //an array is created with name arrayOne

1. **How to make an array object (Construct)**

Syntax :

<Data Type> <name> [] = new <Data Type>[size of array];

Example :

int arrayOne[] = new int[3]; //an array is create having size 3

1. **How to populate the array with elements (initialize)**

We can initialize array in following ways, Assign value to each index one by one

arrayOne[0] = 1; //Assigned value 1 at 0th position

arrayOne[1] = 2; //Assigned value 2 at 1st position

arrayOne[2] = 3; //Assigned value 3 at 2nd position

Another ways to initialize array is

int arrayOne ={1,5,2}; //initialization is done automatically

Example code -

*public class ArrayExample {*

*public static void main(String[] args) {*

*// Step 1: declaration:*

*int[] arrayOne;*

*// Step 2: Array creation:*

*arrayOne = new int[3];*

*// Step 3: Array initialization:*

*arrayOne[0] = 1;*

*arrayOne[1] = 2;*

*arrayOne[2] = 3;*

*// Let’s see how many elements are present in array*

*System.out.println("size of array is ===" + arrayOne.length);*

*// Printing individual value using index example lets print value*

*System.out.println("Value present on 1st place is " + arrayOne[1]);*

*// Printing all values of array using index*

*for (int i = 0; i <= arrayOne.length; i++) {*

*System.out.println("Value at index= " + i + " is "*

*+ arrayOne[i]);*

*}*

*// Second type of array initialization*

*int[] array1 = {2, 4, 5, 6, 10, 12, 13};*

*System.out.println("size of array is ===" + arrayOne.length);*

*// example of taking the max value of the size of array*

*for (int j = 0; j < array1.length; j++) {*

*System.out.println("Value at index= " + j + " is "*

*+ array1[j]);*

*}*

*}*

*}*

**Multi-dimensional** Array are array of arrays. A two dimensional array of int is really an object of type int array, with element in that array holding a reference to another int array.

Syntax to create multi dimensional array -

int arrayTwo [] [] = new int [3][3]; //two dimensional array

int arrayThree [][][]= new int[2][3][5]; // three dimensional array

Example code -

public class ArrayExample2D {

public static void main(String[] args) {

System.out.println("===2 Dimensional Array Example===");

// Step 1: declaration:

int array2D[][] = null;

// Step 2: Array creation:

array2D = new int[2][2];

// Step 3: Initialization:

array2D[0][0] = 2;

array2D[0][1] = 3;

array2D[1][0] = 4;

array2D[1][1] = 5;

//Printing all values

for (int i = 0; i < 2; i++) {

for (int j = 0; j < 2; j++) {

System.out.println("Value at index= " + i + j + " is "

+ array2D[i][j]);

}

}

System.out.println("====3 Dimensional Array Example===");

int[][][] array3D = {{{1, -2, 3},{2, 3, 4}},{{-4, -5, 6, 9},{1},{2, 3}}};

// for..each loop to iterate through elements of 3d array

for (int[][] array2Dtmp: array3D) {

for (int[] array1D: array2Dtmp) {

for(int item: array1D) {

System.out.println(item);

}

}

}

}

}

## Difference between Array and ArrayList?

1. ArrayList is type-safe while Array is not.
2. Array can be defined multi-dimensional while ArrayList can be one dimensional.
3. Read & Insertion of data takes constant time in both (Up to initial size of ArrayList) if we are calling add() and get() in ArrayList. But automatic resizing in ArrayList might cause slowness in insertion of data.
4. Length: Array uses length variable to find actual size or length of array, while ArrayList uses size() function to find the length.
5. Array size is fixed at the time of creation while ArrayList size is dynamic

### 

## Why do we need Maven? What are the advantages?

Maven is a build management tool that is based on POM (project object model). It is used for projects build, dependency and documentation. It simplifies the build process. It helps to manage- Builds, Documentation, Reporting, SCMs, Releases, Distribution.

## What is Maven project phase?

A Maven phase represents a stage in the Maven build lifecycle. Each phase is responsible for a specific task. Here are some of the most important phases in the default build lifecycle:

* clean
* validate
* compile
* test
* package
* verify
* install
* site
* deploy

## What is Maven Goals

When we run a phase – all goals bound to this phase are executed in order.

Here are some of the phases and default goals bound to them:

* compiler:compile – the compile goal from the compiler plugin is bound to the compile phase
* compiler:testCompile is bound to the test-compile phase
* surefire:test is bound to test phase
* install:install is bound to install phase
* jar:jar and war:war is bound to package phase

### 

## What is the difference between HashMap and Hashtable?

1. HashMap is non synchronized whereas Hashtable is synchronized.
2. Hashtable does not allow null keys or values while HashMap allows one null key and any number of null values.
3. HashMap is unsorted and unordered map while Hashtable is order map
4. Both supports unique keys & duplicate values.

Example Code -

*import java.util.HashMap;*

*import java.util.Hashtable;*

*import java.util.Map;*

*public class hasstableToHashmap {*

*public static void main(String args[]) {*

*//----------hashtable -------------------------*

*Hashtable<Integer, String> htEx = new Hashtable<Integer, String>();*

*htEx.put(101, "akash");*

*htEx.put(101, "Vikash"); //does not allow duplicate key*

*htEx.put(102, "Raji");*

*htEx.put(103, "Rahul");*

*htEx.put(104, "Rahul"); //allows duplicate values*

*System.out.println("-------------Print Hash table values--------------");*

*for (Map.Entry m : htEx.entrySet()) {*

*System.out.println(m.getKey() + " " + m.getValue());*

*}*

*//----------------hashmap--------------------------------*

*HashMap<Integer, String> hmEx = new HashMap<Integer, String>();*

*hmEx.put(100, "Ajit");*

*hmEx.put(100, "Ajit"); //does not allow duplicate key*

*hmEx.put(104, "Ajit"); //hash map allows duplicate values*

*hmEx.put(101, "Vikay");*

*hmEx.put(102, "Rahul");*

*System.out.println("-----------Print Hash map values-----------");*

*for (Map.Entry m : hmEx.entrySet()) {*

*System.out.println(m.getKey() + " " + m.getValue());*

*}*

*}*

*}*

## What is overriding?

Overriding is related to run-time polymorphism. A subclass (or derived class) provides a specific implementation of a method in super class (or base class) at runtime.

## What is overloading?

Overloading is related to compile time (or static) polymorphism. This feature allows different methods to have same name, but different signatures, especially number of input parameters and type of input parameters.

## Explain exception handling

An exception is an unwanted or unexpected event, which occurs during the execution of a program i.e. at run time that disrupts the normal flow of the program’s instructions. When an exceptional event occurs, an exception is thrown. The code that is responsible for doing something about exception is called an “exception handle” and it catches the thrown exception.

Exception class diagram
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Example Code -

*public class ExceptionExample {*

*public static void main(String args[]){*

*try{*

*int data=25/0;*

*System.out.println(data);*

*}*

*catch(ArithmeticException e){*

*System.out.println(e);*

*}*

*System.out.println("rest of the code...");*

*}*

*}*

*Output:*

*java.lang.ArithmeticException: / by zero*

*rest of the code...*

## What is the use of finally{ } block

Java finally block is always executed whether exception is handled or not. It is used to execute important code such as closing connection, stream etc. Java finally block follows try or catch block.

Execution flow diagram for finally block

![](data:image/png;base64,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)

Let’s see finally block behavior for different scenario -

**Case 1 :** **finally block where exception doesn't occur**

*public class FinallyCase1 {*

*public static void main(String args[]){*

*try{*

*int number=30/5;*

*System.out.println(number);*

*}*

*catch(NullPointerException e){*

*System.out.println(e);*

*}*

*finally{*

*System.out.println("finally block is always executed");*

*}*

*System.out.println("rest of the code...");*

*}*

*}*

*Output:6*

*finally block is always executed*

*rest of the code...*

**Case 2 : finally block where exception occurs and not handled**

*public class FinallyCase2 {*

*public static void main(String args[]){*

*try{*

*int data=25/0;*

*System.out.println(data);*

*}*

*catch(NullPointerException e){*

*System.out.println(e);*

*}*

*finally{*

*System.out.println("finally block is always executed");*

*}*

*System.out.println("rest of the code...");*

*}*

*}*

*Output:finally block is always executed*

*Exception in thread "main" java.lang.ArithmeticException: / by zero*

*At javalearning.chapter6exceptionexample.FinallyCase2.main(FinallyCase2.java:6)*

**Case 3 : finally block where exception occurs and handled**

*public class FinallyCase3 {*

*public static void main(String args[]){*

*try{*

*int data=25/0;*

*System.out.println(data);*

*}*

*catch(ArithmeticException e){*

*System.out.println(e);*

*}*

*finally{*

*System.out.println("finally block is always executed");*

*}*

*System.out.println("rest of the code...");*

*}*

*}*

*Output:java.lang.ArithmeticException: / by zero*

*finally block is always executed*

*rest of the code...*

## What is the need of user defined exception? Have you ever created a user defined exception? What is the syntax & how to do it?

Java provides ways to create user defined or custom exceptions that throws our own exception using throw keyword. This can be done by extending the exception class. This is helpful for errors which are not handled in Java.

Code to create user defined exception

public class UserDefinedException extends Exception {

int counter;

UserDefinedException(int errorCount) {

counter = errorCount;

}

public String toString(){

return ("Exception Counter = "+counter) ;

}

}

Code to test user defined exception

public class TestException {

public static void main(String args[]){

try{

throw new UserDefinedException(100);

*// throw is used to create a new exception and throw it.*

}

catch(UserDefinedException e){

System.*out*.println(e) ;

}

}

}

Output :

Exception Counter = 100

### 

## What is difference between throw and throws?

|  |  |
| --- | --- |
| **Throw** | **throws** |
| throw keyword is used to explicitly throw an exception. | throws keyword is used to declare an exception. |
| Checked exception cannot be propagated using throw only. | Checked exception can be propagated with throws. |
| Throw is followed by an instance. E.g. -  throw new ArithmeticException("sorry"); | Throws is followed by class. E.g. -  void method()throws IOException |
| Throw is used within the method. E.g. -  void m(){  throw new ArithmeticException("not valid");  } | Throws is used with the method signature. E.g. -  void m()throws ArithmeticException{  //method code  } |
| You cannot throw multiple exceptions. | You can declare multiple exceptions e.g.  public void method()throws IOException,SQLException |

## Can value be key-value in a hashtable

Yes

## What is difference between StringBuffer, StringBuilder and String classes?

|  |  |  |
| --- | --- | --- |
| **String** | **StringBuilder** | **StringBuffer** |
| * String is immutable means once assigned cannot be changed. * String cannot be used by two threads simultaneously. * String concat + operator internally uses StringBuffer or StringBuilder class | * StringBuilder is not thread safe. * It is a mutable class * For String manipulations in non-multi threaded environment, we should use StringBuilder else use StringBuffer class. | * StringBuffer is synchronized that is it is thread safe. * StringBuffer and mutable classes. |

## What is garbage collector in java

The garbage collector is a program which runs on the Java Virtual Machine which gets rid of objects which are not being used by a Java application anymore. It is a form of automatic memory management. It is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects. It makes java memory efficient because garbage collector removes the unreferenced objects from heap memory. It is automatically done by the garbage collector(a part of JVM) so we don't need to make extra efforts.

## Can we achieve multiple inheritance in java?

No, We cannot extend two objects, but we can implement two interfaces. Interfaces don't simulate multiple inheritance. Java creators considered multiple inheritance wrong, so there is no such thing in Java. If you want to combine the functionality of two classes into one - use object composition.

Note – Till Java 7, multiple inheritance was not supported. In Java 8, multiple inheritance is supported using default method.

## Final and finally keyword difference

**final** keyword can be used with class method and variable. A final class cannot be instantiated, a final method cannot be overridden and a final variable cannot be reassigned.

**finally** keyword is used to create a block of code that follows a try block. A finally block of code always executes, whether or not an exception has occurred.

## What is the difference between set and list

1. List allows duplicates while Set doesn't allow any duplicate.
2. List is an Ordered Collection while Set is an unordered Collection. List maintains insertion order of elements, means any element which is inserted before will go on lower index than any element which is inserted after. Set in doesn't maintain any order.
3. Popular implementation of List interface in Java includes ArrayList, Vector and LinkedList. Popular implementation of Set interface includes HashSet, TreeSet and LinkedHashSet.

## When to use List and Set in Java

List and Set, both are derived from Collection Interface. If you need to maintain insertion order of object and you collection can contain duplicates then List is a way to go. On the other hand if your requirement is to maintain unique collection without any duplicates than Set is the way to go.

## What is arrayList and how it works?

1. ArrayList supports dynamic arrays that can grow as needed.
2. ArrayList class is in java.util package
3. The ArrayList class extends AbstractList and implements the List interface
4. ArrayList supports dynamic arrays that can grow as needed
5. ArrayList is initialized by a size, however the size can increase if collection grows or shrunk if objects are removed from the collection.
6. It maintain order of elements
7. ArrayList allows to randomly access the list.
8. ArrayList can not be used for primitive types, like int, char, etc. We need a wrapper class for such cases.

**method supported by ArrayList** *-*

**boolean addAll(Collection c)** - Appends all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. Throws NullPointerException, if the specified collection is null.

**boolean addAll(int index, Collection c)** - Inserts all of the elements in the specified collection into this list, starting at the specified position. Throws NullPointerException if the specified collection is null.

**int lastIndexOf(Object o)** - Returns the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element.

**removeRange(int fromIndex, int toIndex)** - Removes from this List all of the elements whose index is between fromIndex, inclusive and toIndex, exclusive.

Example code -

public class ArrayListExample {

public static void main(String args[]){

List<String> c = new ArrayList<>(); //create a new arrayList

c.add("oslo"); *// add() method adds element to the end arrayList*

c.add("paris");

c.add("Rome");

*//returns index of element*

int index = c.indexOf("paris");

System.*out*.println(c + " "+ index);

*//add element at index point & shifts the remaining element back*

*(e.g. what was index, is not index+1)*

c.add(index, "London");

System.*out*.println(c);

*// returns true/false, whether element is in arraylist*

System.*out*.println(c.contains("paris"));

*//returns object at index*

System.*out*.print(c.get(index));

*// remove first occurence of the object & shifts later elements*

*towards the beginning one space*

c.remove("paris");

*// remove element at that index & shifts later elements towards the*

*beginning one space*

c.remove(index);

*//return number of elements from arrayList*

System.*out*.println("size() : "+c.size());

*//remove all element from arraylist*

c.clear();

System.*out*.println(c);

}

}

## Can we have multiple catches after the single try?

Yes

## How to iterate ArrayList?

We can iterate arrayList in three ways, code example is as follows -

**import** java.util.ArrayList;

**import** java.util.Arrays;

**import** java.util.Iterator;

**import** java.util.List;

**public class** ArrayListTraversal {

**public static void** main(String args[]){

*// initializing ArrayList*

List<Integer> numbers = **new** ArrayList<>();

numbers.add(1);

numbers.add(2);

numbers.add(3);

numbers.add(4);

numbers.add( 5);

numbers.add( 6);

numbers.add( 7);

numbers.add(8);

System.***out***.println(**"Approach 1. Iterating arrayList using for loop : "**);

**for** (**int** i = 0; i < numbers.size(); i++) {

System.***out***.print(numbers.get(i) + **" "**);

}

System.***out***.println();

System.***out***.println(**"Approach 2. Using For Each Loop :"**);

**for** (Integer i : numbers) {

System.***out***.print(i + **" "**);

}

System.***out***.println();

System.***out***.println(**"Approach 3. Looping ArrayList using Iterator :"**);

Iterator it = numbers.iterator();

**while** (it.hasNext()) {

System.***out***.print(it.next() + **" "**);

}

}

}

Output :

Iterating arrayList using for loop :

1 2 3 4 5 6 7 8

Using For Each Loop :

1 2 3 4 5 6 7 8

Looping ArrayList using Iterator :

1 2 3 4 5 6 7 8

### 

## What is hashmap and how it works?

* It provides the basic implementation of Map interface.
* It stores the data in (Key, Value) pairs. To access a value one must know its key.
* It is a part of java.util package.
* HashMap extends an abstract class AbstractMap which also provides an incomplete implementation of Map interface.
* HashMap doesn’t allow duplicate keys but allows duplicate values. That means A single key can’t contain more than 1 value but more than 1 key can contain a single value.
* HashMap allows null key also but only once and multiple null values.
* It is un-ordered map.
* It is unsynchronized.

*Hashmap diagram*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 3 | 4 |

|  |
| --- |
| 110 |
| {“Selenium”} |
| 10 |
| null |

Example code -

**package** javalearning.chapter6collectionsex;

**import** java.util.HashMap;

**import** java.util.Map;

**public class** HashMapExample {

**public static void** main(String[] args) {

HashMap<String, Integer> map = **new** HashMap<>();

*print*(map);

map.put(**"Ajay"**, 10);

map.put(**"Alex"**, 30);

map.put(**"Vijay"**, 20);

System.***out***.println(**"Size of map is: "** + map.size());

*print*(map);

**if** (map.containsKey(**"Vijay"**)) {

Integer a = map.get(**"Vijay"**);

System.***out***.println(**"value for key is:- "** + a);

}

map.clear();

*print*(map);

}

**public static void** print(Map<String, Integer> map) {

**if** (map.isEmpty()) {

System.***out***.println(**"map is empty"**);

} **else** {

System.***out***.println(map);

}

}

}

**Output**:

map is empty

Size of map is: 3

{Alex=30, Vijay=20, Ajay=10}

value for key is:- 20

map is empty

## Which version control tool you are using? Or Which version control tool you used? What are its usage?

In my project, we use Git.

## How you are merging your code to git?

1. Open Git Bash the terminal
2. Change the current working directory to your local project
3. Check out the branch you want to merge to
4. If there are conflicts, resolve them
5. Commit the merge
6. Push the merge to your GitHub repository

## What all commands you used in git?

List of commands, that I use frequently :

* **git --version** :- git version installed on your machine
* **git config --global user.name** :- shows logged in user name
* **git config --global**
* **git init foldername** :- create git repository in foldername
* **git init** :- create git repository in current foldername
* **git add filename** :- Ready to save (add to staging area) STEP 1
* **git commit** :- Ready to save (commit) STEP 2
* **git commit -a -m “my message"** : - Commit everything and save message
* **git status** :- Check status of work
* **git log** :- View all commits that have been done
* **git diff commitIDv1 commitIDv2** :- Check the difference between two versions
* **git branch branchname** :- Create a new branch
* **git checkout branchname** :- Moving inside a branch
* **git checkout -b branchname** :- Create a branch and move to it
* **git branch** :- View all branches
* **git branch -D branchname** :- Delete branch
* **git merge branchname** :- Merge a branch into current folder
* **git clone location new\_location** :- To clone a project
* **git remote** :- To view all the remote clones
* **git push** :- Update a remote repository with changes
* **git push location branchname** :- Update a remote repository with new branch
* **git pull location branchname (e.g. git pull origin master)** :- Receive an update on a file from remote repository
* **git stash** :- You are working on a new feature, suddenly you have to work for few hours on bug fix. You can not commit your partial code and also cannot throw away your changes. This provides a temporary space, where you can store your partial changes and later commit it.
* **git stash pop** :- This remove the changes from the stack and place them in the current working directory.
* **git reset --hard** :- reset all local changes & makes local repo copy of remote.

## How to declare Interface

interface SampleInterface {

// declare constant fields

// declare methods

}

## Why constructor cannot be inherited in java?

* Constructors are special and have same name as class name. So if constructors were inherited in child class then child class would contain a parent class constructor which is against the constraint that constructor should have same name as class name.
* Now suppose if constructors can be inherited then it will be impossible to achieving encapsulation. Because by using a super class’s constructor we can access/initialize private members of a class.
* A constructor cannot be called as a method. It is called when object of the class is created so it does not make sense of creating child class object using parent class constructor notation. i.e. Child c = new Parent();

## What is linked list?

Linked List is linear data structure where the elements are not stored in contiguous locations and every element is a separate object with a data part and address part. The elements are linked using pointers and addresses. Each element is known as a node. Due to the dynamicity and ease of insertions and deletions, they are preferred over the arrays. It also has few disadvantages like the nodes cannot be accessed directly instead we need to start from the head and follow through the link to reach to a node we wish to access.

In Java, LinkedList class implements the list interface.

*// Creating object of class linked list*

*LinkedList<String> object =* ***new*** *LinkedList<String>();*

*// Adding elements to the linked list*

*object.add(****"A"****); //add ‘A’*

*object.addLast(****"C"****); //add ‘C’ as last node*

*object.addFirst(****"D"****); //add ‘D’ as first node*

*object.add(2,* ***"E"****); //add ‘E’ at 2nd place*

*object.add(****"F"****); // add ‘F’ at the end*

*object.add(****"G"****); add ‘G’ at the end*

*System.****out****.println(****"Linked list : "*** *+ object); //print linkedlist*

***// Removing elements from the linked list***

*object.remove("B"); //remove ‘B’*

*object.remove(3); //remove 3rd node*

*object.removeFirst(); //remove first node*

*object.removeLast(); //remove last node*

*System.out.println("Linked list after deletion: " + object);*

## When do we get null pointer exception?

NullPointerException is a RuntimeException. NullPointerException is thrown when program attempts to use an object reference that has the null value. This exception can happen when you try any of following :

* Invoking a method from a null object.
* Accessing or modifying a null object’s field.
* Taking the length of null, as if it were an array.
* Accessing or modifying the slots of null object, as if it were an array.
* Throwing null, as if it were a Throwable value.

## What is default constructor

A constructor without parameters is known as default constructor. Default constructor is automatically generated by compiler. If you have typed in a constructor with arguments, you won’t have no args constructor unless you typed in yourself.

## What is constructor

A constructor in Java is a block of code similar to a method that’s called when an instance of an object is created. Here are the key differences between a constructor and a method:

* A constructor doesn’t have a return type.
* The name of the constructor must be the same as the name of the class.
* Unlike methods, constructors are not considered members of a class.
* A constructor is called automatically when a new instance of an object is created.
* Can use any access modifier
* Can’t be inherited by child class
* Interface does not have constructor
* Abstract class can have constructor and they get executed when a concrete subclass is instantiated.

## Why Constructors are not inherited in Java?

Constructor is a block of code that allows you to create an object of class and has same name as class with no explicit return type.

Whenever a class (child class) extends another class (parent class), the sub class inherits state and behavior in the form of variables and methods from its super class but it does not inherit constructor of super class because of following reasons:

* Constructors are special and have same name as class name. So if constructors were inherited in child class then child class would contain a parent class constructor which is against the constraint that constructor should have same name as class name.
* If we define Parent class constructor inside Child class it will give compile time error for return type and consider it a method. But for print method it does not give any compile time error and consider it a overriding method.
* Now suppose if constructors can be inherited then it will be impossible to achieving encapsulation. Because by using a super class’s constructor we can access/initialize private members of a class.
* A constructor cannot be called as a method. It is called when object of the class is created so it does not make sense of creating child class object using parent class constructor notation. i.e. Child c = new Parent();
* A parent class constructor is not inherited in child class and this is why super() is added automatically in child class constructor if there is no explicit call to super or this.

## Can we overload static methods?

The answer is **‘Yes’**. We can have two or more static methods with same name, having differences in input parameters

## Can we Override static methods in java?

No, We can declare static methods with same signature in subclass, but it is not considered overriding as there won’t be any run-time polymorphism. Static methods cannot be overridden because method overriding only occurs in the context of dynamic (i.e. runtime) lookup of methods. Static methods (by their name) are looked up statically (i.e. at compile-time).

## What is difference between Interface and abstract class

|  |  |
| --- | --- |
| **Interface**     * Java interface are implicitly abstract and cannot contains implementations. * Variables declared in a Java interface is by default final. * Members of a Java interface are public by default. * Java interface should be implemented using keyword “implements”; * A Java class can implement multiple interfaces but it can extend only one abstract class. * Interface is absolutely abstract and cannot be instantiated   Note – Interface can contain default method which contains method body. | **Abstract class**     * A Java abstract class can have instance methods that implements a default behavior. * An abstract class may contain non-final variables. * A Java abstract class can have the usual flavors of class members like private, protected, etc.. * A Java abstract class should be extended using keyword “extends”. * A Java abstract class also cannot be instantiated, but can be invoked if a main() exists. * Abstract classes are classes that contain one or more abstract methods. * An abstract method is a method that is declared, but contains no implementation. * Abstract classes may not be instantiated, and require subclasses to provide implementations for the abstract methods. |

## What is difference between Abstract Class and Concrete Class

|  |  |
| --- | --- |
| **Abstract Class** | **Concrete Class** |
| An abstract class is declared using abstract modifier. | A concrete class in Java is a type of subclass, which implements all the abstract method of its super abstract class which it extends to. |
| An abstract class cannot be directly instantiated using the new keyword. | A concrete class can be directly instantiated using the new keyword. |
| An abstract class may or may not contain abstract methods. | A concrete class cannot contain an abstract method. |
| An abstract class cannot be declared as final. | A concrete class can be declared as final. |
| An abstract class cannot be declared as final. | A concrete class is a subclass of an abstract class, which implements all its abstract method. |

## What is “this” keyword in java?

Within an instance method or a constructor, this is a reference to the current object — the object whose method or constructor is being called. You can refer to any member of the current object from within an instance method or a constructor by using this.

Usage of this keyword

* Used to refer current class instance variable.
* To invoke current class constructor.
* It can be passed as an argument in the method call.
* It can be passed as argument in the constructor call.
* Used to return the current class instance.
* Used to invoke current class method (implicitly)

## What is “super” keyword in java?

The super keyword in java is a reference variable that is used to refer parent class objects. The keyword “super” came into the picture with the concept of Inheritance. Whenever you create the instance of subclass, an instance of parent class is created implicitly i.e. referred by super reference variable. Various scenarios of using java super Keyword:

* super is used to refer immediate parent instance variable
* super is used to call parent class method
* super() is used to call immediate parent constructor

## What is wrapper class

A wrapper class wraps (encloses) around a primitive data type and gives it an object appearance. Reasons, why we need Wrapper Classes

* null is a possible value
* use it in a Collection
* Methods that support Object like creation from other types.. like String
* Wrapper classes are immutable, good candidate for hashMap key
* Integer number2= newInteger("55");//String

**Two ways of creating Wrapper Class Instances**

**1. Using a Wrapper Class Constructor**

Integer number= new Integer(55);//int

Integer number2= new Integer("55");//String

Float number3= new Float(55.0);//double argument

Float number4= new Float(55.0f);//float argument

Float number5= new Float("55.0f");//String

Character c1= new Character('C');//Only char constructor

//Character c2 = new Character(124);//COMPILER ERROR

Boolean b= new Boolean(true);//"true" "True" "tRUe" -all String Values give True

//Anything else gives false

Boolean b1= new Boolean("true");//value stored –true

Boolean b2= new Boolean("True");//value stored –true

Boolean b3= new Boolean("False");//value stored –false

Boolean b4= new Boolean("SomeString");//value stored –false

**2. valueOfStatic Methods**

Integer hundred= Integer.valueOf("100");//100 is stored in variable

Integer seven = Integer.valueOf("111", 2);//binary 111 is converted to 7

# **Chapter: Algorithmic/Data structure problem**

## Write a program to print the number pattern given below

1

1 2

1 2 3

1 2 3 4

1 2 3 4 5

|  |  |
| --- | --- |
|  |  |

Code to print number pattern

**public class** NumberDisplayPattern {

**public static void** main(String[] args) {

**for** (**int** x = 1; x <= 5; x++) {

**for** (**int** y = 1; y <= x; y++) {

System.***out***.print(y+**" "**);

}

System.***out***.println();

}

}

}

### 

## How to reverse a String in Java?

We can reverse string in two ways -

**Solution 1 :**

1. Create a string variable & store string value
2. Find the length of the string.
3. Run a for loop where i = length of string
4. Fetch character from string using charAt() method
5. Append character int new string variable

public class ReverseAString {

public static void main(String args[]){

*/\*\* ------- Reverse String using String -> chatAt() method ------ \*\*/*

String stringToReverse = "Selenium";

StringBuilder stringBuilder = new StringBuilder();

for(int i = stringToReverse.length()-1; i >=0; i-- ){

stringBuilder.append(stringToReverse.charAt(i));

}

System.*out*.println("Reversed String "+ stringBuilder.toString());

}

}

Output:

Reversed String : muineleS

**Solution 2 :**

1. Create a stringBuffer class variable & store string value
2. Call reverse() method & pass string as argument

public class ReverseAString {

public static void main(String args[]){

*/\*\* ----- Reverse String using StringBuffer -> reverse() method ------ \*\*/*

StringBuffer newStr = new StringBuffer("Selenium Example Code"); *//Sample String*

System.*out*.println("Reversed String : "+newStr.reverse()); *//Reversed string*

}

}

Output:

Reversed String : edoC elpmaxE muineleS

**Solution 3 :**

*Using recursion approach*

## How to reverse words in a String sentence

**Solution:**

1. Take the sentence & store in string variable
2. Split the sentence basis of blank space & store in string array
3. Find the length of the array and iterate the array in reverse
4. Store array element in StringBuffer variable
5. Call reverse method
6. Append string value in stringbuffer variable

Example code :

**public class** ReverseWordsInSentence {

**public static void** main(String args[]){

*//Sample string*

String stringToReverse = **"This is Abhay"**;

*//Split string on blank space & store in String array*

String[] brokenStringOnSpace = stringToReverse.trim().split(**" "**);

*//Create StringBuffer object*

StringBuffer sb = **new** StringBuffer();

*//length of string array*

**int** len = brokenStringOnSpace.**length**;

*//*

**for** (**int** i = len - 1; i >= 0; i--) {

StringBuffer sb1 = **new** StringBuffer(brokenStringOnSpace[i]);

*//reverse word in sentence*

sb.append(sb1.reverse());

*//append blank space in sentence*

sb.append(**' '**);

}

*//print reversed sentence*

System.***out***.println(**"Reversed Sentence :"** + sb.toString());

}

}

## Find duplicate characters in the provided String and also find the count of each duplicate character.

**Solution:**

1. Store String in a variable
2. convert String value in a character array
3. Create one hashmap where each character would act as a key and its count as value. Here we will check the presence of the key in the map and if the key exists we will increase the count of character or if it doesn’t present as the key in the map we will add it
4. Print the key and value pair where the count is > 1

Example code -

**import** java.util.HashMap;

**import** java.util.Map;

**import** java.util.Set;

**public class** FindDuplicateCharacterInString {

**public static void** main(String args[]) {

*//String value*

String strValue = **"BPharatB"**;

*//Create a HashMap object*

Map<Character,Integer > duplicateCharMap = **new** HashMap<Character,Integer>();

*//store string value to character array*

**char**[] stringToCharArray = strValue.toLowerCase().toCharArray();

*//iterate character array*

**for**(Character c : stringToCharArray){

**if**(duplicateCharMap.containsKey(c)){

*//increment count in hashmap*

duplicateCharMap.put(c, duplicateCharMap.get(c)+1);

}**else**

{

*//add in hashmap*

duplicateCharMap.put(c, 1);

}

}

*//printing character and repeat count*

Set<Character> keys = duplicateCharMap.keySet();

**for**(Character ch : keys){

*//if char count is more than 1 then only print*

**if**(duplicateCharMap.get(ch) > 1)

{

System.***out***.println(ch +**" is "**+ duplicateCharMap.get(ch) +**" repeated in String"**);

}

}

}

}

Output :

a is 2 repeated in String

b is 2 repeated in String

## Replace substring with another string in a string

**Solution :**

1. Store value in string variable
2. Use replace method which takes two argument 1. Value to be replaced 2. New value

Example code -

public class ReplaceString {

public static void main(String args[]) {

String str = "I use webdriver. WebDriver is a tool for browser automation.";

String toBeReplaced = "selenium";

String toReplacedWith = "Firefox";

System.*out*.println("Original String :- "+str);

System.*out*.println("Replaced String :- "+str.replace("webdriver","Chrome"));

}

}

## How To Find The Largest Value From The Given Array

**Solution :**

1. Store value in a integer array
2. Store first value from array in variable val
3. Run a for loop on array elements
4. Add a if loop which compares val with array elements
5. If array[i] is greater than val, it is assigned to val else comparison continues with next element

Example code -

**public class** FindLargestValueFromArray {

**public static void** main(String[] args){

**int**[] arr={20,3,22,9,17,4,23,2};

**int** val=arr[0];

**for**(**int** i=0; i<arr.**length**; i++){

**if**(arr[i] > val){

val=arr[i];

}

}

System.***out***.println(**"Largest value Array is : "**+ val);

}

}

***Solution 2:***

***Using Arrays.stream(arrayName).max***

## How to check if given number is prime

Prime number is a number which is only divisible by 1 and itself. E.g. 2, 3, 5, 7, 11 etc.

**Solution :**

1. Store number in int variable
2. Make sure number is greater than zero
3. Run a for loop, starting point = 2, upto number -1
4. Divide number by i & check if modulus is equal to zero
5. If modulus is equal to zero, number is not prime

Example Code -

**public class** CheckPrimeNumber {

**static boolean** isPrime(**int** number) {

*// Check for zero or negative number*

**if** (number <= 1) {

**return false**;

}

*// Check from 2 to n-1*

**for** (**int** i = 2; i < number; i++) {

**if** (number % i == 0) {

**return false**;

}

}

**return true**;

}

**public static void** main(String[] args) {

**if** (*isPrime*(17))

System.***out***.println(**"Prime Number"**);

**else**

System.***out***.println(**"Not a Prime Number"**);

}

}

## Write a program to print Fibonacci Series

**Solution:**

1. Create three integer variable maxNumber (holds range of fibonacci series), previousNumber (default value = 0),nextNumber (default value = 1)
2. Run for loop upto maxNumber & start @ 1
3. Add previousNumber, nextNumber & assign to integer sum
4. In each iteration, assign second number to the previous number
5. Assign the sum of last two numbers to the next number

**public class** FibonacciNumSeries {

**public static void** main(String args[]) {

*// number of elements you want to generate in the Fibonacci Series*

**int** maxNumber = 10;

**int** previousNumber = 0;

**int** nextNumber = 1;

System.***out***.println(**"Fibonacci Series of "**+maxNumber+**" numbers:"**);

**for** (**int** i = 1; i <= maxNumber; ++i)

{

System.***out***.print(previousNumber+**" "**);

**int** sum = previousNumber + nextNumber;

*//In each iteration, assign second number to the previous number*

previousNumber = nextNumber;

*//Assign the sum of last two numbers to the next number*

nextNumber = sum;

}

}

}

# **Chapter: Question on Selenium WebDriver**

## What is Selenium WebDriver

Selenium WebDriver is an browser automation tool. Using WebDriver libraries you can drive the browser and perform actions like Click, Open URL, Enter Text, Clear Text, Take Screenshot of browser and many more actions. WebDriver works on a very simple principle of Client Server architecture. The communication between the server and client is through HTTP request and response.

### 

## What is StaleElementException?

It is the exception thrown when the invoked element is no longer attached to the DOM for any reason. Stale means old, decayed, no longer fresh. Stale Element means an old element or no longer available element. Assume there is an element that is found on a web page referenced as a WebElement in WebDriver. If the DOM changes then the WebElement goes stale. If we try to interact with an element which is staled then the **StaleElementReferenceException** is thrown.

## What are the programming languages supported by Selenium WebDriver?

* Java
* C#
* Python
* Ruby
* Perl
* JavaScript

## How can you send text input to a focused element?

This can be done by simulating key presses on the focused element. One way is to perform “actions” on the web driver object:

new Actions(webDriver).sendKeys(“some text”).perform();

An alternative way is to switch to the active element first, and send keys to it directly:

webDriver.switchTo().activeElement().sendKeys(“some text”);

## What are locators, different types of locators that can be used in Selenium and their priorities?

At the heart of any automation script is locator which helps to identify correct GUI element. Selenium WebDriver uses locators to find the elements on web page. Various locator strategies used in Selenium are as follows –

* Id
* Name
* Linktext
* TagName
* XPath
* CSS

## When should I use Selenium Grid?

* Selenium Grid gives the flexibility to distribute your test cases for execution.
* It can be used to run multiple instances of Selenium WebDriver on various operating system and browser configurations.
* Reduces test execution time.
* Can perform multi browser testing.
* Can perform multi OS testing.

## How do I launch the browser using WebDriver?

In Selenium WebDriver, we need to call the native methods of the different browsers class to launch them. We have different implementation of WebDriver interface for different browsers like - FirefoxDriver for Firefox browser, ChromeDriver for Google Chrome, InternetExplorerDriver for Internet Explorer etc.

WebDriver driver = new FirefoxDriver();

We are creating a reference variable 'driver' of interface WebDriver, instantiated using 'FireFoxDriver' class. This will launch Firefox browser.

Please note that we can also create a reference variable of type FirefoxDriver like this-

FirefoxDriver driver = new FirefoxDriver();

Earlier approach is a better design practice, it gives flexibility to swith reference to other browser class at run time.

**Launching Firefox Driver**

*//Setting the webdriver.gecko.driver property to its executable's*

*location*

*System.setProperty("webdriver.gecko.driver","path of gecko*

*driver.exe");*

*//Instantiating driver object and launching browser*

WebDriver driver = new FirefoxDriver();

**Launching Chrome Driver**

*//Setting the webdriver.chrome.driver property to its executable's*

*location*

System.*setProperty*("webdriver.chrome.driver", "path of chromedriver.exe");

*//Instantiating driver object and launching browser*

WebDriver driver = ChromeDriver();

**Launching Internet Explorer Driver**

*//Setting the webdriver.ie.driver property to its executable's location*

System.setProperty("webdriver.ie.driver", "path of

IEDriverServer.exe");

*//Instantiating driver object*

WebDriver driver = new InternetExplorerDriver();

**Launching Safari Driver**

*//Creating a driver object referencing WebDriver interface*

WebDriver driver = new SafariDriver();

## What are the different types of drivers available in WebDriver? Or What are the browsers supported by Selenium WebDriver? Or What are the different classes which implement WebDriver?

List of different types of drivers available in Selenium WebDriver -

* FirefoxDriver
* InternetExplorerDriver
* ChromeDriver
* SafariDriver
* OperaDriver
* AndroidDriver
* IPhoneDriver
* HTMLUnitDriver

## Can Selenium Automate Desktop Applications?

No

## What functions/methods can you use to wait for a page to load, or some element on the page to show up?

To wait for a page to load, explicit wait can be used. Explicit waits stall until some specific condition is met. Although *Thread.Sleep()* is a form of hard wait where the thread stalls for a specific duration of time, it may not be the most reliable way to wait for a page to load.

For example, rather than using something like:

*Thread.Sleep(30000);*

… where the thread sleeps for 30 seconds (30,000 milliseconds), the following can be used:

*WebDriverWait wait= new WebDriverWait(webDriver,30);*

*wait.until(ExpectedConditions.visibilityOf(h1));*

… where Selenium waits until the given element is visible on the page, or throws TimeoutException after waiting for 30 seconds.

## Without using sendkeys how will you type text in a text box? Is there any method or class in Java?

Any other way is only to use native Javascript action to enter the value in the text box:

WebDriver driver = new FirefoxDriver();

JavascriptExecutor executor = (JavascriptExecutor)driver;

executor.executeScript("document.getElementById("textbox\_id").value='new value';);

## How do you deal with frame elements in Selenium on a page? Or How to handle frames in WebDriver?

In order to manipulate frame and its content you must switch to it first. This is similar to how you have to switch to a different page before you can interact with it:

driver.switchTo().frame(index);

… where *index* is the zero-based index of the frame. Switching the frame directs all further interactions through the webdriver towards the selected frame. The *frame* can also be located using name, element ID and reference to already located elements.

To switch back to the browser window, the *defaultContent* method is be used:

driver.switchTo().defaultContent();

## Why do we use headless drivers? How can you visually investigate test failure when using headless drivers?

Headless drivers are typically used in continuous integration (CI) setups. Headless drivers, such as PhantomJS, provide all standard web browser functionalities, but run in the command-line. These drivers are based on command-line tools and don’t produce screen output, making them ideal for completely automated setups.

To be able to visually investigate test failures, the developer needs to implement mechanisms to capture screenshots, otherwise rely on command line output.

## What is Page Object Design Pattern, explain with example

In Page Object pattern, Its idea is to have each element or action stored only once in a system. This avoids copy/paste and reduces the overhead for code maintenance.

* Each page or re-usable part of a page (i.e. header, footer, menu) is a separate class.
* Class constructor takes WebDriver as an argument and uses it internally to locate elements.
* Each element is a private property (or getter in Java).
* Actions are public and internally operate with elements.

public class HomePage extends BaseSubPage {

public WebDriver driver;

@FindBy(how = How.XPATH, using = "//a[contains(text(),'Dropdown')]")

private WebElement Lnk\_HomePage\_DropDown;

public HomePage(WebDriver driver) throws AutoKitError {

super(driver);

AppLogs.info("HomePage() starts..");

this.driver = driver;

// Check that we're on the right page.

if (!driver.getTitle().contains("The Internet")) {

throw new AutoKitError("This is not the Home page");

}

AppLogs.info("HomePage() ends..");

}

public DropDownPage openDropDownPage() throws AutoKitError{

AppLogs.info("openDrowpDownPage() starts..");

getActions().click(Lnk\_HomePage\_DropDown);

getActions().selectWindow("The Internet");

return PageFactory.initElements(driver, DropDownPage.class);

}

## How Selenium WebDriver works? OR What is architecture of Selenium WebDriver? OR Why do we require browser drivers? OR What is WebDriver hierarchy? OR Explain hierarchy of Classes and interfaces in Selenium WebDriver

![https://docs.google.com/drawings/d/sK5Aih3JgFhmqqgNuOg4uVA/image?w=624&h=401&rev=1125&ac=1&parent=1pNbt1goJCv7sNKzZiUp4S3aS2jOSLLSJkpro1WAaBlY](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAnAAAAGRCAYAAADl444ZAACAAElEQVR42uy9DZyVdZn/f4ABBphhHhlmmAEG5ElAHBGCEG0IDBOftdRoRReLVjYpzbQoMfm5aGZm5l/bLC1tsb+1utkubVZkbplrj7ZlZZutrmu/UMnFJEU8v/t9uK/hy5f7Pk9zZs7T5/N6Xa+Zcz987+99n3Pu+32u6/u9rkRCkipAI0eO+vHYhsadMlkp2sjaUY8FH9NZ+qZKkiRJkgtwtaOe+cmTu5IyWSna1TfetnPYsJpnBHGSJEmSJICTCeIkSZIkSQAnkwniJEmSJEkAJ5MJ4iRJkiRJACcTxEmSJEmSAE4mE8RJkiRJkgBOJhPESZIkSZIATiaIkyRJkiQBnEwmiJMkSZIkAZxMJoiTJEmSJAGcTBAnSZIkSQI4mazEIW5oTc2j+lZLkiRJAjiZrIxs2LCap/StliRJkgRwMpkATpIkSZIEcDKZAE6SJEmSBHAymQBOkiRJEsBF2Q9/tzP5ua98I3nlx29JXn3T7ckvfu2B1LJSeHBv+uhNyQs/cGXW2999/8Opc7jqhluTd237XsWDzSdv/3Ly1LPXJL/5o9+mXm//6e+T//z9X/TZd//jv1PL79n+o+RJb1ldttdEACdJkiQJ4BwD1iZ2T02OGFmbnNA1KTm+ozMZ7J5sbG5JfnrrfUV/cAMdC15/dFbgNnve/OSwmppk9yEzUufE/5wPkFPIPh2x8PXJj91yZ8HPlTZpO9vtAbTRY8akwNuWnbNuQ7Jl3PjUe8i5X3LFNX3rznj72tR1efjxHQI4SZIkSSpXgMPLxkN+2coT+jw12Ncf/lXyXe/9YMqLVQ4AR3+BFuDHPFHmjXrHhe9Prr/k8oL2CdB1oalQRpu0ne32vG9Leo89aPlnvvQvKYAD8NzlgBsAx3srgJMkSZKkMgU4HvA86G+6456MD1Ae/oDQoqXLUkCFp8eFPqDBYAsjrIdXzIUp1hPKw7N31rnrkhu33NAHkvx/zPLjUvviKfrCvd8+AOBof8Xxp6T+X712ffJ7j/3hAM8SAOcu8/tu/3OugA/trDrtrINCihyP/uG54lwxQrK2nnAuXi9gkW0xzs3OketC2+x30Yeu6gtF4wVkW2DTPd55F1yUvGzzdanrQpu0be0SPo57P7763Z+l3js8qNkCnIWk8a6WmxdOACdJkiQJ4EIDwAidrjzpjFj4McACLgCT62+9K2WHzV+YMtsGCAHa+GswBoyYR8xgceaceSmvn4Ea6zg+UAEgAhi8BoAMqGgHzxGwg/EaALRjA2/u69iEsAGIEVbFK4e3i/7SlgtB9JFl9B9PFdDoghL71Y9tSEEg6zGuI/DGedF3YA3vJX22cwSYOHeuo0EdMEjfgTquD23StrXLdY47F/adNnN25Lp0AMf7zHueDbQL4CRJkiSpBAHOwAuo4aEOYABMAJjrXQNGgBMX8gCWOA+QQR8wYmFYAzgAzJ0gweSJqHbMU0V/ABV3HwAMOHKhK523yoxzYF93GaDmhiFpy580AWS5YdioECqeN4NOMzx5XFu7bnjNuCZcA86baw5s5RNCBfbwROYKcBjgXeiwsgBOqgI1JvaVdOsNbFVTU9O6Sd1TPzJ5yrSbug+Z8Y+Tpx5yf+fE7keD+8xjZhM6J317wsTuba61jW//p5ZxbZ8K2rg4sDVhez2BdekSS5KU0yxUHvSEDIElIC4RTmIwqMJTBVhYaM/MHUAPpNAGQMQkAranHVtvAOcCCwZIuDCWzRg4H3SyATiAkO38iRnAKiDltuXDGcd3x41FARyQaQBsZt47F6Twqtn1BZ7zHQNHnwjR5gNw1j8BnCQdpDpgqrW1dfWsOYffOG3mod/p6Jz4ZF19w0sTuia/NG/B4t3Hn/LWl7gnck/gxx7fWyYg8b1jSAbfO36s8TrO2Ifv75p3vWfXsatOef7wBYue65o0dUdDY9OfxtTV7Qx+6P16TN3Yu0LIWxVYt94aSRLAZTRuPnidABDz9hD646bjG9uaVwcQA4i4QXETw+OVCeC4CaabeZkNwAFDmUKodnzf00dbLO8vwLGM6xR1jVzPpU0kABr98XC5ApyNIRTASVJeqh1VX3/UofPmf2LqjFmPBvD0YvuErt1L3rDiL3i3+YHFUAO7xw2m8d1lKMaFl1350rKVJ/5h4uQpz+wDu7G/GjWmbmvQ9w2h106SpGoEuHQD2QkrWmgROMK7FLctvzoBBn9CgAs6cQDHr1DCinF557IBOLZJN4mBtgkJc3w//YeNQ+svwAGh/CrPdM3ZhnQnhFv56563ja/L5gbP/n44OFuAAzQJ+QrgpCpTa0dX19sOnXv4VyZOPuSp4cNH7J1+6Ny9fBcAtXKY2MOYYvr6zg2X/TG4Jz85avSY50aMGPk1AZ0kVRnA8aAH0hiP5S/HQ2QhPmaEAgR+yI5wIDNNmUHJenfQPRMGaCMTwLGccWLumCxgy0Ki2QAcv5BtZqibRoR2ADRr22a52o2abWnHHUuWDcARLrXJCe7sTs7XDdFyHNdLZoDGOXNs33No4VXfMxdl9JnzyQfgANZsxgwK4KRyV3PbhCVzj1iwdVxbx06+E3z2uacwNte9V5Sr8QOQ+/Pav73k6emz5jwxYkTt88OHj/xmCHQaUydJlQpwgBfj1bixARZ4hAh7AlQAgusdsrFiAA9AA3wATeZ1Y/Yl++Gps5xsbJMJ4GySBG0TWiQUazNjswU4g0xL3gtgcV6WyNdmXNIHS1ZMm5wzf13PXTYAx1g/tuM4tGWgxDWzRMKWEsS8e1wnzstNSUK/aMeWAXzsS7+4jj4k+hUYaM+dbJIpka87aSQbSBTASWWoms7OzhOC+8i2xqbmP48aPfo1fqTyPeB+V+mVWbhnf/7eb7369vPX/7appfXJ4SNG/EAwJ0kVCHAuyAERVkor7uHOzFO8RGwHfPghS6CCdQZpQJX9ygVOWO4Dh9s24U32d/PH0Tc/NEublifON5bb2LOoGbL0w84Bb5kfuqWP/i9zG5jsV36wc3Xb4NrZtQSWbB3bR/WZPrr9tP5xLeI8aHajBlj9GbNcL3ewtN8G4VNMiXylSoK2abPnvj340fNvdfVjX5nbc+Rehhfw+S/HqiOFtH964KdRMNetj4wklTnA4Y2Sla81Nbcmhw4dmvK0ZbN9y7i2ZGLIkOS48R2p17mU7RLASSWo9vmLlnw2+Fz/ufdNq17jh1PcD0TZfphrbGr+/ZBhw74XXL/TgV99jCSpDAEuasakrLxszrz5yfbOickPXnV92u0uvOwjybr6scnlbz65b9lA1HMVwEkDrelz554289DDHq0dNXovwwyKMUu03O0L937r2XlHLnp06LBhTwaXdCMwrE+WJJURwMnK3wgRESZNV0nDQtTpQrICOKnE1Xj4/IWfamuf8EJDU/NrjEmthEkIxbbgvrDn7PPe9dPgecH3i/Qki/VRkyQBnEwmgJP6DW5HLFyydcyYulcZ88lkhGof1zZQkx+u+sRnHh/f0fXzIUOG/DCxL3mwJEkCOJlMACflpDoDN2bHE+6PyxUpK3B49avfeXJC1+SfBe/B9sS+Ml+SJAng+u3uT+VNI60HOdAyzWzNJTkmbVpIhvbiSuBYKgJmpvrpTcrZyPFH6hYLxfLAJFlwqYRdBXBVo9r5i4+6saGx6WVmS0elHZINjt14+5cfbx7X9mjwntyfUJJgSRLA9cfI50R+NHLSARzpcsvlWrYm4SS+tUS4UWYlqGybcrl2hJ7iZp1yLuSv868jQEdevlLwfAjgKl41C5cc84nWtvbdfMfcVEKy4to1N33+Z3X19Y8H79E9gc3VR1WSBHC5P8QDyLCkvIWuOxgFcOm8T+UGcAz6jquzSkLiqNJaeCJJKuwnNhbASYXUEQsXr5g4ecqzgJsmJpSuffjqG38wYsTIXwdv2bV4SvXJlSQBXFbGzR1gwgvH/5SCIqTK/xbW5C+vSYxLegGqGhDm9BPosp+tZ3wNFRQKAXCkM1h12lmpdvEUUsLL9V4BSSQPBqaAJhvbQ9jyvAsuSi1jPx+YaIO22J6B3BzD7RuJf0noC9xyfdiG68B5WvUF2qUyhBWyt7JnVtHBtvWNhKicj7+ccxnMeqoCuIpU47z5r/tWc8u4veWU0qbKZ73vfsOxx39ryJAhvw3ev5X6CEuSAC4rD5KFMPkfAPFDqAZVlPACLoA8K5llY7sYN2egRCiWbVYcf0okwAE+LHPNQMcHONZRwgoYZB0PJMDHrXWKBwyIIjTJcQExvIoAF32wZbTrhpCAMkKZwBYAyP4k77XZeFwPIIzzIrSM0RcrR2bj9bgObIvZNeN6pqvMYNfYD2lZcmABnJSPFh+97L3NLW0v87mP+/EgK127a9v3HxtTV8/4uDsCa9UnWpIEcGkt4Y13iwM4t/QWXjF3m8s2X5cCGXfiQyHGwAFeWFS9UvPCATxu6SuWA3T+MvoHXFq9VLZx+2vbmNcCIANIXW8fbQKymUKo7OfXS/UNGKRerbuMYw+m10QAVxmaMnPezOCHxn+WSmhe1i/b87a/ftc3hwwZ8vvgrV2jT7cklQnARUHOQM9YzBbg/H642/CL3/c4FWIMHF40vGQWosR8zx4A5T+04pYBXPxPaBWActvFgDPbhr/+jFjadPsXB3Ass3BqnNG2HUtj4KR8dfSKN79nTF39XjzKcfWWZeVn//L9Xzw1vqPzO8FbvE3eOEkqA4CLSrUx0Ak2CwFwwIh50QoJcIQ0Tz17TWQZKwvf5gNwtEkoNqpd8zT2F+AIywrgpAFUzfzXLfkmnmQ84IKeyvTGnXXeuvvCsXEL9JGXJIVQCw5wwJsPO4UAOEKR7ni3KMsH4Gw8W7pUHv0BODyHjL1L12/G1llIVwAn5aIjFi2aPal76nN8Psu5lJssO/vc3du+N3TYsN8Fb/0GffolSQBXUIC7+qbbD8h5xgDquFmouUxiwLPAeDc3zQnbMouzPwBHWgU8F8CheTiBOcKe5jnLBuAAMNqx/hsQEk5mRm7cNcd7GJUjjlmx9HOwHsoCuPLT4mPeeGlTS+ur/AhRFYXqsQceffLp4H2nisPdgdXpmyBJAriCABwPEhubRtgT6GK2ZqIAiXwBQWAHjxlww/9uCo58AM4mQ9AmA79Zx19gLBeAA9w4X/bjr7WP943XcQ9Y2uF4fniclCZUapAHTooKmZIe5NC5PXstxY+s+kKqwX32y8Fn4bGEqjhIkgAOwHJBAuhwl/GX1z6M+PsZgDGzklmq1o7tZ+1EmXmwbJuoslx44Zih6afeYOC2jYfLtMwvD8bxyGdHn/nrng/b+glQadPvn5Uec8uPZUrWS2gYMPXHPwKHmSY/COCqUnWzDzvil/xIktdNdu0td/5rOC5uqb4aklTFACcbuDqoeOH8fFyWcsVfThgaT+BgPqAFcKWv7jlz2qdMm/EHgF/wJjP7h3/+7sNDhw79z+Ajcrq+JZIkgJMV0HjYEoKlVqp5AwnPEgKO8rIBdoOdw0sAV9o6atmyme0Tunb53lqZDNv20C8frqkZTjh1nb4tkiSAk1WRCeBKV70rTuhtaGx6WfAmSzu54ef/9ZsRI2ofDj4yl+pbI0kCOJkATiqilvQuP6N21Oi9gjdZNvZvv3zmv+rrG5iher2+PZIkgJMJ4KQi6MglR68SvMlyH7Lx/DNjG5q+LoiTpCoCOGZaksaDxLKM2WK8FmOx/BmY+bRLe9ZOVJUJM0uLYAXiq+GGy2xazpW8eDbDldQrbg1XAVx16dB58+Y3NrfsEbzJ8oe4xm8GH6WN+jZJUhUAHHnHqDcKtDGQ3s8D15/0JImIPHDMzGS2pWvnrNsQmweulI2C9UxSyGeCA7nsKOnlLieVSVSCXwFc5YvqCox5Y/Zyvu8nP4D8eqh8ltyUOvyQ4nOWMft/8MMiXTUR2rAfYFFphtLt198fh9kYPwrtvlJd4dSnfx2OiVurb5UkVTjAAUxupYNC5pdL9LOUVqlbXCmtbMCPJMJ+rjrsvAsuSsHdYKSMEMCVhjqnTevq6Jz4Ip+L/ryfVBZxK4AAMXyfSFHjJpGm8H2mttjOr2/sJ8YmnyFeZP5vbG5JVUjJ9LnlBw/5HAf6s829JJ/vZiXY/Y88/sjQoUN/Ebz3J+vbJUkVCnDcfLnB242Y8J2FPq2ou4U1uSES4uOmSMUAKhn4iXJXnXZWaj3hWLxLhQA4jk9pKtoFbPhV7YIPfeKBwHJqkFqReivnZcv8uqO0YbBE2xzDzXBPG+xP2zx02IZEquY9AHpZRtUJrg9maUA4Dx6Sdi14ELrnjRcyztNCv2nTv74cz31fBHCVoZ7e3saOiZNf6C+8YaSncauU8JnntQt1fBb9MD2fez+RtQEcQMY6/3vLZ9v1FPO55FiZahfn40nz+5YrwNHGF7/2wEHbcM/C0+h7Le3+wHGj1pWDffU7P9muZL+SVMEAZ6WhABn+tzqliYhSWniMqNXJdscsPy5VPspAir8GdvzaB3riAI71cWPgfIBjOcehf4wZI4+aH3o0iOJhQ9/suECSLbO6rG4VB2CI8DHH5OHDtpyjVVPAu0Y4E7jlQYixHohL3SC/+7MU9OF54BgY7bCc/diftrkWbGdwx4OEvqQLI3F9/fCqvVeFDK8K4IqumqkzZv2+EPBm4VE+e/bZ4scNnxu/9JyFUPne2hAKPqN8Z2wd+/HZ5wcQP0L4jrn99AHOvhMc36DHhkfQht0L7Meg/VBxwZAfLRzLfsjQL7a3vhmE8d3iBxLfRY4X5SnkGHw32Z/zIHk218PW8/2iTdbbX4NEQsd811lG3+07X252+z9+8x+D6853fJa+apIAboABLqrc1ECH0hJZ1kJ14YcbtLsNN3Zulq5nLC6EmsihFioePcztLzd5bvx2s+Uh4T8AuVlHLWOMn7XBa7e/XGfOwcJNPCQAUvf64zVjv3QhVAMt/32z1+YVyVTFgYeOPynELdclgKsA79uC19/rescKYUCPfYb5bPI94S+fH76LfH7ts8ix+XHkVgOxMZ18jvn8GwwCT3zv7PMXBXDmXbYQKdsATVZ2z5Jb236sc48PqNl3FMByaxcDVRb6ZTnH4XtMm1HfCY7BuRr0cR7AHpBpgOiPSTWvt7uf/ZAs1x/pH/i76+8MPmo/CaxO3zhJADfA4zZ8uEkXciyVYvbceP1fqYUYA8cDgAcKgGfGcdx28ilmz0ODX9huu+aBs22yKWYfBXDc7M1zh8eSh4ILilHt+kZt1sEYvyOAK56OXHz0+RSmzzU0mMkYhwb88Dm0zxmfbeCMzy/fVdsW75KBEoan2j53UWPggCb7zscBHMv5/MZt4wIcf2kTgAKw8LYbjPFjinBsVN94nW58XtwYOLc/ABzXCigEVIFTu2cAwXgmee3XXi5D2zOnZ8Hng4/cZ/StkwRwVeqBSwdw3JT9G2qhAM7CoL4ZFOUDcHgebKycbzbGLF+AsxQhHIMHAzDHw8gN/2QCODwYArjKFTNO29onvDwQP84MXPD02uedzy2fR75LrmeaHyx4ttzhDG4I1f9OuwAUBWcWwjUvVyaAw8zzhdfZPR7tAIJRfesvwHFPtfAu33cb92v3DOCOcYI2VMSPApRjepHhI0d+J/jonalvnySAq7BZqP0FOB4OfjqNQgAcAJQpxJQPwFnIN533oz8A509KwNNh50GIyA+PRtVFtbFAAriKU+2EiZOfG4iZ3/YjEG8SXiQ7BoBik3VcjxLfWX8yjf1g9AEOOANmLKTqwxnHxTsO9KQbJ+cDHJ91vIL0z01vQv/9iUfWt/4CnN2b/Nmxds9w7wtR25brpIbgPJ4IbJq+gpIATgDXtw2z33htY0hsRmoUwNlECddsPIoPcNzA+SXupkGgbXemWz4AZ+EawkfmyeOmzT720MsG4Oif+1CjLSZacD3sYUO7PJxsrA/nyDlFpRBxZwq6A67tfeEcCMsK4MpXc+bNf9Ad2zUQRljQ/4zxGcTj5udkY7yXTWLir33ueM3nDcDDS8ePKf97x+cULxbfddrmuO4xswE4A0P/B4tNQrC+cRwbptFfgOM7SeiW7z/fYQCSPtg9gx9cNmEr6sdpudqGjZv/PvgIPhJYjb6JkgBOAHdAOo9EOG6Ph0fcLNREDpMY7GaNR4GbOTdd1vMw6Q/AWaJSbtS0bTNZOYadUzYAx8OHB6OFSdkHgONhgNEuf3kA2NgeHh48NG2cUJQHhfV+/3mIcuxCDqgWwA2ujly89MIjFx21d6CHRRCu93Ot8bmO8voR7iRcyHcQWLPPF8v5IWLr/M8r7btDD6LGirGNP9uaPkQti0rzYX3jXkLfLDRL2NMqmKSrBONfA7c/tMW4OgyQpQ/WPtfKxhLiIUz3Y6vcxsNNmjLtjoTKbUkCuMowmyHmhincZTYuz3/o+PvZjZUbIV4ya8f1RPmeN98DZ9tE5WTihs2N1c/LxGv/Bhu3LGq2Gn22VCLuObKt/6ChTb9/lieLB5DrzbNM9VHAxUODMGrUg9yS/PrXFkDOJgGrAK5k1Rj8AHnJIEEmK854uD/9fsiQIf8RfB4X6yspCeBkshwNYMVj56c6ATLxvvljf2zAuZ/cVwBXPprbs+D+Qoa/ZbJ87SMfv/n24CP5kL6VkgBOJsvDgDFCr4SpzLuHV84dBO6GgwqdL0wAN3iaMePQFdNnzdkzGOXRZLJM9tMnd+0e29h4X0L1UiUBnExWniaAGxTVTOia9Gw2BeRlssGye7f/+OvBZ/NxQvv6ikoCOJlMACd5Onz+wk8NhPe0XIyxpYWs39tfY5gCEzIKPRyhHK1n4WKS+2pCgySAk8kEcJKn9o6uSS8XsvzZYBuTh5gBne/+VkkhbgJVIssca/SDGan9yoX23Z+lxpiS9oSJRNX+/X/4N3/81ZAhQ36VUK1USQAnkwngpP2aNffwrxaqUH2xLKoiQ6EAzmaqZ9uPTBVMMhmpSPz8itVuYW64bfq2SgI4mUwAJ4XeN8plFbrWaaZwJclume1KzkRmLltxeJsoQ24zW4cXyiZWMEaPfIXkLiSpLrBjFRzYFngy+GEWNf+z3PIfusfAw0X+Q/IsMjEnDuCshJWbKofjUoWBvIycC9fP+oH3jO1tH45FeNrOh0TDdj5465jNzbVge15zbnYuACEpfsgpyXKMfrtF7gmz2nr6RI5Hy7PHteLcuVY2EcmOa1UvOE5Ufjs3nVAJeAJ3Dh069EfB57VHX1lJACeTCeDkfSuC982qfFjSW8CC1xbCBYioaADkAEYUbDfAA0YMRAAbwqZsR1vsh6fMcjCyH1DGetoGcizRLxDG9oCQgV62IVSgh6oIgCh9AI7cfgBRljvSjmXQxvmQJ9FKg+E1BPg4NiBGomFgyc6FfnM+hGYBQfrK/lwfC9lyTYA22uevJQIGAi3hN+2yHW2RAxNoZRv24XW6hMP0vxQ8gue88z23B+/DbfrWSgI4mUwAJ+/bIHvf4spHARt41wAWYAmosOLwlKkCmNgOjxnw43qgokKogArbukXmgSgrSwcwusm2cxkD55feArhsXz+Easfyz8eSXdNn/7hRJbjoA5461rGvreecorxjbGvlwMzwMlLuDwDmegN7g/3eFyC572/53OqrKwngZDIBXNVq7hELvuwXiS8WwPkF3AEU12xiAF4qwoJWWs7KUPkAR1sAnN8OnrKoSQn9ATh3Xx/gMp1PNgBHnwEuq7cKtNl6YM4NP7tt4GXzj4unDa+brQcu6W+5VN44esWbPxdcz2v17ZUqVkOHDn0aiJMNrA0fWbtD12HgbciwYQ/rW11wNeJ9K8bM03QAR39871jcxALABkiL88C5YVnXzMvnlqAbKIAzD1zcJIhsAI4QrVsv1T1XYA6L8sBlU9yea0G4tlxSyDz4i/9mHNwTCeWFkySpH6oN7JeB1ehSSOWm2Ycf+TE8OsV4CKcDOIMa4IOB9YAPYT88hUAZoGHLgRQG4ptnjkkCbj43qoVgjP9ie8a/2Rg4xsdxHMaw0T7HLwTA0TfGtNEHmxhAn93zAcZs3GE2AGchU7xkhGIJhdp6Ox5tWtucI2CG14622I/zZKIE23OtuHYsx7hG6cqnuRMySsGmzz7si8H7sUHfYkmS8lVvYK8FtkaXQio3dXRO3FGssBlw4w+K57WBF941gIJJB4T58BAxXgtvFoP3ARiWs4+dA/swFgxvFbM0zfv1jgvf37c97VilCbxvgBEwxrg4Qpp4trKdheom/WU/d1+giX4AienOx2aD+sfltZtLDviiLZuBCny562kLCGM9f+0cuTZsD+RyDbg+nAvtcQ4sp5+AfLryaSUyC7XPvvZv/0E6kcf1LZYkKV99ll/l4Y1EXjipbDS6oeHIefMXvqLxlbJytdraUd8NPspL9W2WJCkfPR0C3L/LCyeVk0gd0p+qBTJZse20t517Z/BR3qxvsyRJ+WhPYH8JbJe8cFIZqaa5ddyL5Vw2Syb7xr//5jvBZ/kxfZ0lScpXT+gSSOWk7unTz37TCae9KgiQlbntGT5yJBCnygySJAngpMrX1BmHPsxMRgGArNztuJPPUBhVkiQBnFQdamxueSndjMNyM9J5RKXhIDWImzOOtBuEjZk9mm9KjKj0J7Li2T898FMmMmg2qiRJAjip4tWzaOmykp19mk9ZJ3K8UZXB9uUvr11II60GOeIsJUhcuhABXBmGUUeM+EHwuZ6lr7YkSQI4qWJ16Nyej7r5w0rNSEBLIXhqdebiJXSLtvOXXGgUbjeo45wt8S1eOEuia946IJD8cuRMcz13Bn8k4mUdudBcgKMeKznUaJt8c1aflfbcWb6ErC3vG0bpq7jKDLLc7LAjFvxTQlkAJEkSwEmVrKkzZj1qSV5L1QAdCteT8BbQIhlvpn2AKwuj8pf9SNJrUMf/5nUDnFwICy5LKpkt+2CU5qJeqMEbVQ5YDlRyHNsXOGQ/oI7jUM6K1yznGLRjEEoVBitrZR5CzQIujG34wJX3Be/hjfp2S5IkgJMqVqUy/o0KAVa9AHNrkrrbmMcL75h5t6LMrT/KX8a54XUD5jhfYMo8XlEA51akoEqCeSnd//0QKiWrADa3H27NUrajbBXlv4A3gJT/gUK8jIKvQn2WHiUP5yP6dkuSJICTKlULSmX8GyFFq69pwBVXcguIIkSaznMIlJlXi23Ne0bb/LV6qXEA54Yz3dqkfs1TF+D8eqX+vpTnMq8eRojV/i9WDdoKNfJwPpVQHk5JkgRwUiVqxuzDrivl8W/ujFHClXitqN/JuLhsvIZAGvBE+NXaYRwcyxjDlg/A4VGj8HsUwAFidiwzXtv4OsbS8RqIxPMGjHJOAKnSuBTWGpqaHuAHir7lkiQJ4KSK0/SZs7/pwkgpGt4yK8juDvrPxoA0G69myxj7BsS5ExNyATjapOg7MMjYNUK5ti8F4QnN8td9beFYwsL0x50NSxgVD2E+s21l8bZk2QomMqzXt1ySJAGcVHHqmtT9nwYbpWrM3sy3j4w9A8bccCweR5a54+dyATggDC8cIAYI4j1z99245YbUOjyF/PXry7LvRR+6qu81YdR8c9DJ4u2yzdcxkeFmfcslSRLASRWnhsamFyspge9gGoAXNxuW5ayXV614dsdXv/2j4CO+Td9ySZIEcFKlqbZ13PiX9LCXVaL967//5sngM/4Tfc0lSRLASZWmufNft0QAJ6vYigyJfTNRJUmSBHBS5Wjk6NEnuTMxZbJKs6FDhz6tb7okSQI4qaI0qXvqR9zB9DJZpdnI2lGP6ZsuSZIATqoozT6s57Z8C7iXgzEDlfNzJ2mQzqMQ+daYkdrfuqX0y2+DnHKV/J4MtjW3tP5Q33RJkgRwkgCujIzUHuRgc9N4uOW1+mOkFelv+hXgLXgbDlhGsuJySKxcLjZ91twH9E2XpNLQyYFtirHuLNuoDbcdyBIrLsBxrGQO/ZOkQdHMuYd/oRwAjkTDeLyiaqNmAjj2c5Pk+gBHfjiqOrDcLcsFnLm1UA24DNrY1i08T99oA68f29h2eNnY1uq7utAHrHFvwOuG0R7tuNuwP+fv98+8daQrsfX99QhWoh06t+f7+qZLUmnotsB2BrY9wnqybKN3EIBKACeVvCZM7N4GRJT6Q5iEu9QJBcSoJUpi32wBDsgB2Gysnw9wVEFYddpZKY8a/5917rq+kld+UXr2M+B166ESkiWhr7VDP60eKlBFO7zG2M7aYAIJ9wZbB7ixzvYFOimzReUIzt+A1E02TNtUqMDwNuYKuZVuM2bPfVDfdEkqHYDb3s82MgFcTbiuLkM7XWm2eSJc35gG4GoEdVKxAc4tyl5ss+S3Zn4SXF5T5QBoAWoyldUyyMLLRkUEPFzpQqiA4YiRtX3HAra++LUH+jxytGF9cgGOeqt48dzxcX5Be3dcnh0/KoTqAhyhXwDO1lE7FUjjrwHc577yjb71bKvxcwI4SSpXgJsb2OOBrfVA6f7Abgyh6pkQqJ4KQWurs92WwHaF68khdHNif6i1K9x+XWCPOdts9PqwOLBXwvXYIx7AAX13h/uyfHdC2cKlImjqjFnfLiWAAz6c700yrm+EFYEctgGIMgGcFZQHrHyAu2zzdamSV+M7OlPmAhU1Ti3NCh6w1WvXH9Q23kH2cSsyuADHcvYFOmkf71y2AIe3kTJb7nr6aueciCj3JYA70KZOP/QH+qZLUukAHPC0JsLaw20uDaHIQqrXh/sATox/2xA+IM4MvXG23ZZwu1nh62khsF0cvjZPGpm9Tw5fbwmXTQu3aU3sC/HuCtthm/UewN0cttEdwiHAd4feWmmwhXeilAAum1Dq+ksuT4EQ4Uq3vmkmgGM8G94rJggYQOE1I2xqY858oLJC9EAY4OWOTbO28eqxjzsezgU4IHDR0mV9XjML6QrgBseCz4rSiEhSCQFcNmPg7gk9casdmDL1Jg4OadaG0LfSOx7etQc9gPP3MxhMhLCHh+/3zjb+fvfL4yaVgrqnzfhWOQAckALMAFF4s7Id5+UCnAGO6wEDtFaedEbfesKlPlCxLcXq/bCrH0LFk2ceN7x9BmGEei+54pq+/YBGa8u8d26o2A+hHjZ/4QEhVEK8bghVACeAk6RyArhsxsDVhQDHTe50b10UwM1NHBhWNduR2D8hIQrgEuGyNU7/7kukn8QA7O0J+3dH6KFr1FsrDbamTp/1D+7YrVI1xroBSLkWhvcBzgDIAApg4zUQB6QBYj7AMZmBZfyNa5txaIyPsxAp0GUQBlCxDo8hMEco1YXB2fPmp8aumUcxahIDHry4SQwCOAGcJFUawDWGELUnBKRMANcTLlseLnetK0eAuyeReRbqrNBbd3foUXxKECcNtgIguNo8R5VofqoPSxvihl5t5iepOPCe+R5JIIplPjz6bbPeJl4QNnVDnwCepQFhH/f4HJOQKJZPGhG3X+ynWagH2pi6umf0TZek8gK4baGtCSFuQQaAsxDq+jRtZgNwW0LPWi5pRLrC9b16e6XB1OjR9ee7Hh1ZfgagESY1TyEet2xTncgG1mpqhj+rb7oklQ7AZZrEsCn0aLU6+7ivW0Oos+S/BnebE/vGy60Nl+MlWxfuny3A9YRt/yncn8kOD3n73RYew9KQrA/36dbbKw2ylq86/exX9KDvn+FRY4weudiYtep7ymTFMULmNcOH/0Rfc0kqDV2bOHCMmmuLQxh73PNm1YUQdbOz7OLE/nQhd4fLmBF6aQh7lsrgsRDizFNm+d1cscwdZ8f2exP7x9Rt8Pa7OHztHmOV3lqpCFqweOkb/6yHvawS7bN3b3spsT9NlCRJUlb6fQTo+apLZE4WLEkDqe5pM2e/oIe9rBLtss0f5wf0Fn3NJUnKRSpmL5W62gN4+1z3IdNfrsSHt1vRwbdcZ7MW2mzCgyBrYO2t57zj14n9ERRJkiQBnFS+Gt3QcGT3tBkPtE/o2k19UH+WZqUYKTfMhtXUpNJ72OvBHqNGKhDL3WazRxNeupKBHAfGOVcjwPUsfP1vEpocJkmSAE4qY9V0dHW9rXNS929nH3bEy+Q0Iz1FuTyIydfm1vzMB+aiEhabJywXiCX5rgtjfomvqPY4vutxywbgOAbHiqsZG9UHlvnLo6o9mJFyJO5cKsHq6sc+l1B6JkmSBHBSGapx8iHTN7e0jn/u2FWn7inX2ZHM8qSEFElvyZeWK3xGARxpP0jiyzrSfjCD1EKrpFaxagpWfot1JPtlW/Yxj561d/2td6Vek6SXhL6WB85qtpqRzy0dwJHLjYTCVjuVJMPWL8CN143NLaljsZ62rMi9LeMv0GvnnvDqy9IOSYVZx7G4rpY/jvW0QckyzpHtynUG6pi6ut/oFiBJkgBOKid1Bw/mL7W0tv35nHdeuLdSvCx44YAo6pcCYNl6zqIADmAxEASQACartgDAAS+8xoOFJ4xlVEQwmCK5rgEc2wBVdp392qm5eOCo4kBo2zx6HBOYsrqqLmiSaw4o57XrraOvXKc4D9xZ5647oIQY7QKs1jdCzvSB+rHl+tn5uxs/u3toTc0NuhVIkiSAk0petXV1b5g05ZAfdk6cvDuf0lPFtpvuuCflwTKLK1YPVFB6Cm8YyXPzATiuzcYtN6TytwFJAJeVoXKL0ZsBeHjZXAgzgONas579zPBsWXvZApzVRgUAbRkeRzxkVnOVaxR37QAzQIztrFxXFMABwG47gCbeSP+8ytnedOJpTycOLqMoSZIkgJNKRjWt48e/o619wlMLFi99Gc9QuT508YoBEGZRHjY8TniPgIxsJ2FEAZwVqQdkABj+Twdwfhsu6LA9ExXY3zU8WLkAXBRsAah2nLixfHgjgTLq2hI65bqkAzi/HXebSgG41rbx/zexP7m7JEmSAE4qGbV2TZ7y0cam5hdOOfOvXo3zVlWCEUoknEl4kbFwuU7CiCpq73u68OilAzhClxbKdMe82f94veL6xHYGc+kAjv0Zy+aW4WL8nYVDOX+8hv4+wNqmj97Ut4zzSAdwtAPsud47xr1VCsAB9aPH1D2pW4QkSQI4qZQ0t3vq9K8yvg2gqIbi5QAJocEo71O+Y+AAltVr16fapvwV4JQO4NifMCPeP/piKUkMovDAMeAfmCPsyXZ2TGCK9mgfODOAc0OuGLDFXyDVCtgTJrZ2aJuxdkAc661NzoMwK//jfbPJFNY32jjvgotSkMcx6J+N8TP4xItXKQB31Q2feXVkbe2tulVIkiSAk4qu+qbWEzsndj865ZAZL/GgLrfxbcU04MRPnItHDAACtAxkzIsJxLjj3dx9uPbAEwa0uak9OA5tMq4OWDIPH8dmfBrLOYaBWhTAGbDidaMtP30Kr2mLdTaRg+PYzFk8dvTfYNTSsACpmB0Dr5udP0DnhlMN5srVXrfkDRSwX667hiRJAjipWKpta2+/uLGl9Y9Hv3Hl7nw9ULLCjM9j/B0eLSYb+CFVWWkY783YhsYdunVIkiSAk4qh9o6uSX/f2Nzyv2f/9d/sccdPyYqXi45QIyk2CGPiBZMXtPTs8ms+tbehqfnvdQuRJEkAJw2mFnRNnvqttvYJf67kMlcy2UDZoYf1PB98j3p0K5EkSQAnDbRq6urGntU2fsJv5syb/+d8Kg3IZLJ9s4vr6uv/oFuKJEkCOGkg1djW3vnhxqbm55a/+aTdVvpIJpPlZ+/d+H/2jK6r+4huLZIkCeCkgdC0CZMm39nQ2PTieX/z3j3VkAakGGZpPqKMyQiUjyq12ZbMCo0rYC/LnCuwrX3CC8H3q1u3GEmSBHBSIdXb3jnxoc6Jk3eRx0sD4HMLjeV6vUiHYUbON6tritEW1Rf81CLFtuAzUnJ9KqdcgV2TpnxdtxlJkgRwUiFUO2ZM/blNLa1PLlh89IvlXOaqmMZ1A8LeceH780pcHJXIl3xplivN6ohaDVPyu5Fw12qcYu57R941tqd8FevcnGusI98b60iu61Y8cI9pM1utqDzJeAE4qiSQhJc+0Ra52+gTyX3ZRp+HaCM/YnD9ZumWI0mSAE7qj1pbWsZtaWhs+tOJb1m92y2NJMs/DxsAB4wRasyldFgUwNEGwGbeGyoxMPOXlC1AE1UXACbeO0KtpA6xfam4QF8ALDxmbnF48sOxP6FQku5S8cDWucf0qx5wPgAcnkKWc76AIPtwDPpBNQV9Fg42ki53dE3+gW47UqXroRAuZANrz+ka5GWPJMq7APXcto4J/9jU0rpr/fs+vFfjmXLPtRZVmcA1wp94tfBILVq6LBUKLQTAWempqHJSjK8CrgjlcjxKU7khWrxxwB7vd8KrsYrXzbxs6QAuKoQKDLKP0smktzmHL9gdXLsFerxLFa2RtaOe0RdeVqq24QNX3hd8TH9ehhC3atz4jp9OmjptF3ChNCADC3CUqRpMgHPhinV469jfNfqEx82KwkcVls8V4Dg3wrkkD8bLBwzqc7LroBq1wTV/TE93SQAnkxXZzrvgom8EH9UHA6sr8a9TbX19/UVNzS1PH9V77It+zUpZeYVQswU4josHLmpSBX30PXCEZalRasfkHLIFOBdaCcMCjko3c6AdvmDxX2rHjFHdU0kAJ5OVgp117ju/E3xctwdWU4Jfo66WcW2fYnzbmeeu+4vKXJXnJIZ8AY7/mZzA+DRCpsAV/bOC8LRjZbb4bNCOTYBgLB2THlgOiBEidY/DeDnGwBEypW22N1Dl2IBjNh7HajGu1dQZsx7Vk10SwMlkJWRvOPb4Hwcf2btLCOIWjGsb/6/j2tp3vW/T1Xs1Lqm004i4xhg032Pnz0J1Z3i6s0PNADODR5tgAHwBloRyzQPLOjxueMtYjwfOnaEKtBESZbYpgOYeBwhkxin70SebBcsx/Nmu1W5cy46uSS83tLUdoie7JICTyUrMXre0l/FwNxfxK1MzYtSotzY1t/xq5pzDX2C2m8a3yWQlMdSCuqcqWi8J4GSyUs2uPveIhb8JPrrXDvJXpXFsY+OH6urHPrdi1am7chlvJZPJBtYII4dVF2r1VJcEcDJZCUPc5CnTng4+vhsG4Ssyrall3Ocbm5pfOO+Ci3erzJVMVnq2cMkxe2bMmXeWnuiSAE4mK4PxLl2TpvxP8BFeM0BfjeXN49oe6Jg4+YWNf/eJvSpzJZOVppGmRxMXJAGcTFZmaSTa2ic8G3yMTy/Q16F2eG3tXzc0Nj1xxMLX77Rs+dVuzH4kZMx4v0uuuOal01f/9f9dtLT3qYmTpzxz6GE9u+SVlBXLmL0b3ANe7pw2rUtPc0kAJ5OVGcQR3gw+ykv78TVoH1Nfv4XxbSe99a9erKa0DISjLRktMxrfueHSF1Ycf/Izsw+f/z/N49qerR095oX6+rG/rx879sGRtbW3BtdqY2CrA+sNrLtz4uSNAey+Uk4TOUjXQcoQZpEyO9StTZrJ8MR+4d5vH7CMhL2Yvo+D/9k9dG7P3uWrTr5AT3JJACeTlekA5qaW1p2J3Evn9DQ2t3wFAHz3+ze9XIlpQFzv2WVXfmzvW9e8Y+eS3hV/mDx12h8DYH1h1OgxzzU0Nj0aANpXh9bUXBNck/WBreLaBNaYzUUc39H5PVJolMP14DqQO42UIUAr8EZFAz9FSJwBu34+ONrE9F0cXCPNy4LFx3xDT3FJACeTlbHhFQkhblYWH/uTA3B7JICYnVd/6rZXyzUNiO89e9dFH9y98sTTnz3siIV/bB3X/vyoMXX/O7ah8cmm5paH6sc2ft73nhXwNtJIEuONW24YtHPnfPGe+cl4M10vEuP63jJyypGjzdoifxteOuAOMCX3mn1GOEeK2HN8jLGYALJbdYP3hITA7Ot799gHrzHrKXDv7mclwVi+/pLLD/L0yQ5M5Dypeyr1pWv0FJcEcDJZmRsPwxEjRv4i5qNeN3T48HfX1Y+lzNXOcihzdYD3LICIs89d979Hv3Hls93TZjxbP7bhf8fU1e1sbmn9RVNz678E/1+fj/esUKqtq3vD8OEj9uYCVP2FV7Luk/yWGqj8nwnEAaIRI2sjt1tx/Cl9iXsJrwJ0ABiJdfHQ2TrACw+e1WbFa8tf9jF4swoRwBr9owqDW72Bqg14AM9ZtyHVHwDS+oCxHwBHMmB9r6OTOHd0TX7liEWLZusJLgngdFOQVYgNG1bzlPcR7xo9uu6TwUP3+beec/6LUXUlS8F7tv59H957/ClnvjDvyEXPjhs/4U+j6+p2NTQ2PdXS2vZwc2vbPwytqfnwAHnPCqYJXZOubmhqfq2Q1xhvFdfILCrMjbds1Wln9VU5iAuF4w3zw59mLoT59UkBP4AuLoTq7guUueFk+k+VBZvokfDqogJzwCf/49lzf1goQXT07PO5PUfuXXzMGy/V01sSwAngZJUJcIvHNjRsI5R48Ye3vOI+NIvhPXvb+ev/csyKNz8/dcas58c2NO6qq6//U8u48Y+NG9/xjcamlk8W03tWSLV3dP4Yj1ihrjczgZlsYBaXQBmwAuLwjn16632xYTdCqHHjqVyAs5qorueMY2QCuCW9xyb9ULJbd5V2/HJcVg4LaMQjd8TC16dAsFR+bJQSvHFtjllx3D/ryS1JAjhZhc1KGzp06HPBQ/zXs+bMe3agBpYf5D275PLkiWe87SVSj5ANfkx9/YtNzS1PB3D2w/HtE75UN3bs5lL3nhWS4RpbWv9IKHCwwuYcizAn4c50E1EIvQFQUbOMqSsKaEcBHDBunrNMAEdf3Fqn5lmz8WzpAM48dnxumVQBbMoLdyC8haX0JEkqBYDjhjtY42ZKaazW3fc/nPGGxXWx8TGy9J8hxhTxEH/Dm1bt7W+ZK997ds47L9y77E0n7Aoe8i80NDa9yOzNcW0dv57QOenb4zs6b2FsXSV4zwqoaUCs78UqpPH+4OmzEGS2oAMYAQIu6PHZAbJsGTBGXU0X0Gw8Gt9HvGSuh9EFOD4v9Mn6gwcRELNE0OkAzs07aKHXwfYcl+oPs2OWH5c8bP7r/ufcK65QqSxJygXgPnbLnanQQNTAX3esiIUyuCmRYDGbLyeQ4t/UMoVR+DIT8ogLlcSdQ9z4l8E0vASEecwLwIPIPTcbLI0xG40+V2J6i0KlD2GAONeIz2E2CWWjvGcnveXtLx+5eOmu9gldu8bUjf1zy7i2P3R0TvzphMnd/9jaPuGaKvKeFVJzA9DZM1BeUMa95TMRBSDivsWYNr5vfHYAf9qzbYAxvqN45boPmZEy934GzDFRAYC0GacGcHy+gETaBRSBNxfM0gEc/cCsX3w2BW87U+8XP556env140iScgU4bm7ceFzPBg9LlvljSrgZcXPM9hdxNgBHm2zDXwCIhzU3UX6hAnPZ/Eql7wPpEcg2hxS/3oFJ3wPJ+fEQcK8x15CHRLnk2BosA9x533nAknbBLXN1kPds3Ybk8jeftHvGoXN3NTY1/5nZm+MndP22a9KUByZPnfa5hubm98l7NjBiZmpwL9iTydtcrBm+fO+i+mYhVO5xcePQWJ7OO86PCwAzVw8a7bKffrTth7fOiZN3v/HNbz5E3yhJyjOEaskv7TVhC0IFQJQ7poSbHw9X/4toHg8/t5ELcNxM2cb9NewCXFRaAEIf9uvXfmHbjZUHOzdEltn4FXe5D5nmnXGBgP2AAWaw+WNnuMma18faT3fDBsT4dR21jvOLAkyuD9e42gc0W44soI33nAHreCi4pniH8ZLwY6K5ddzezondj3ZPnf7VzsndHx9eW3uOvGfFU2tr6+qOzol/AZjK5bMWNYlBVhx4C77re1Ycd+pSfZMkqR8Ax5fJDaMS3uMmR54jd9YVrn+8ZO4vUR6uFhrg4ctfgyQDOKAPzx0PYV7jOckEcFbGJhHOELNtLZ0A0GmeO7cNHiZ4wtzBwwalLLdfv4Q+aANQpc+s88fGECax2WN2rDgAYZu4kFIcwGF44fxQdbUZnzPCVlxvQlS8D3jYmFmIx83es4g0IlKR1dbe+eG5hx/5UrlAHN/RahuXW4rwNnHKIXve96EtvfoGSVI/AQ5Ic0OjQBk3OaDDytAAUX6oFfgB9lyvFQ9im/FlAAdwGdQZlFl4Ix3A0R7rLOO5bcsNgFAEY1fwkvlt0GffG0ZY1vrKPpyv5WgyDyHeMPMicu4W+sRrCKzGjcMyT1qchy4dwAFvgItu7nnlgZNKBOImdE1+qZrqzMryL5E1cfKUl8/5m/fN0zdHkgoAcNx4gQzgBUjBmwRwASY2Dg5IwsPmj53jr+VQsnxNlmYgbgwcni+bjp8O4Ax+zPNlHri4cXR+6NYeKAafFr4FMGnH7TdGCM/6ZR64bEv/AL3pziEO4BgzF5e/SiaAK6dwKmPi3EH9MpkPbzPnHP7C5k/erjFvklQogLPwKOPg8EqZ98pCg4AQnii3KDReMcCE/Xyz7eIAjm0MaNIBnE2msIkB2QKceREtJMqx8BbaOitzE9V3CxGzT9yYtqhM7+m2TQdw2Uz0kAngyuJ+M2bMm0aNHv2KO8xCJjN4mzH7sJ3nb9gwXt8USSowwAFojIOz8W/uVHhCrMCNOx6O8UkJr3RMtnBCmNUmTaQDOB4EgJaNr8kF4PCkWbJMjuf2nfNj7Fl/oMwPQbuAmAvA2Vg83eQFcBWixeSJYwKKEtXKGAazbOUJySMXL31Ked4kaYAADs8b48Js/JsLMgwyB0LcfElAFeO+/NIyNmszDuBow8K16QAOQKQ/7gD/XADOJjOQS4x2XNAEmtyQqr9frgDHwOh0EJYO4IDUTDApE8CVmWbV1dX/ie9POc1QlRXWuP9zvz7hjLMf3J5M1uhrIUkDBHAWrrTxb74XLQqcSPUAxAFJQBRjy5hxarBi+7rracdNRWLwxT7AGp5AgIZluN3dX/G5AJxNZmC5O9HCnXnLmD7Ogf3x2HFcG2+XC8DZtfOTj7oTLPgVGjU+yJ1cIRPAVZDam1vH/bJrUvdeTW6ovpmmDF9paW177Z0bLvuYvgqSNMAAZ2PDfE8RMAdU2czSKE8ZMGTpOGjDPHU2dg5IAo6YJMAX2wVEoIdtzAi9AFNR1R7Y1k1B4rcRlaSY5VEJPbnJcE6Ejek7f+mneQzwqrm58TIZIOb3wc7fzG+PiRMAcD5Z5wVwUhmoprll3GdrR43aq8kN1WHct7mfTp0+c/d7P7T5TfoKSNIAAhzAJuu/AWhDhw5NeRuz3WfGoXOTHZ0T+15Xe0JfAVxlasSoUaeNHjNmtyY3VLYxsY3hKkf1Hvu7Kz72sVZ98iVpgAEuaiamLD8bNXpMcviIESkoy7RtU0trcsiQIclx4zv6lvmVLGQCuApSd0Nj0xMnv/WvXtHkhsqbqMBwFeDtpDPedqc+6pJUhBCqrH/GRAnCsJnCRdluJxPAVZhqm1vb/mHm7MNedBOCy8rXGP7Bj8958xf++dL/8/ET9RGXJAGcTCaAq9T70ujRJ41taNyx6vSzX4mrbiIr/YkKDPtoaGp+bc26DfdolqkkCeBkMgFcdaiutW38348aPeYVvNHuxCZZaRtjdalSM3/RkmdVz1SSBHAlZcxadWeGMps1KmecTAAn9Vs9jU0tvx3f0bnHrU0sKz1jhj5eN1LDnHr2uZ/VR1eSBHCDbuRmI01I1DpAjdQe7sPk01vvS+XH05g1AZw0IKppaGq6bMSIka/0LFj8mn4slZYR5iYnJ8nKTzj97F+++0ObVctUkgRwxTHy1UXljWNcB7nqSAUSlW6FklwK9QjgpAFTV2Nzy1eGDhv2Gt9PjY8rDXBjdunRb1z5X1fdcOtyfUQlSQDX72SReNHwkn394V+lKj74YGXbYG5+NZLrklSYxL3shzEN3sqJ8SvTXvsJjamt6ueyYjltKNu8AE4qmKa1jW//p1GjR2t8XJHur1SHIeqwcMkxOzZcuukcfSQlSQDXbwOgCHGS7RvjJhOc6gGQRrUHllO+ClDjf6vZSiUHXvOr0s+/RjUFKkHEHZtSX37dUo7L8aM8ejIBnNQvzW1qad3e2ta+W+PjBgfcuI/tu78esfPsv/6b9+gjKEkCuIIYuaOAJfdmzoQDF+Ao7YUXzfWI4YVjmRW0jwuhAnbsH3d8QI9juR46wgy0l0vZLZkATspJPePaOx7snDh5Fz/gFFot/KQt7ofc/45+48pn3/OBKwVuklTpAOfX+sSsluhAGOMxGKMW5QEzgCMjOMZrM/rJNuZpiwI4v50oI5TjtiMTwEmDqlktrW1fGDV69EtH9R77Cj/kFF7t3w9iohR19WNfO+6kM378wauu0xg3SRLADczxaP+Y5celBS/gDG9bVPmqbAAuavyba2zDmDc9AARwUtFUN2pU3d82NjX/95i6ulcZ9uCm/ZGlT8DLDHzuo12Tuv9y8pl/tVV1SyWpCgFusI2BtYfNX5gW4DKNY+uPB84ATg8LAZxUMlo6bnzHN2pqhr9KfjJmi2f6Dleb4aUkFRL3xbb2Ca8tPnrZE6e/7dwN+uhIkgBu0IyQCQNs/fFtLngxa43Zov44GTxrNgaOiQ2EWf1fprSdzrtm4+38tskPRz/0sBDASUVT6+jRde/q6Jr8A2Bu3vyFr2z66E193/lqrMv8sVvuTK467axkS2vba4uW9v7u7HPXfeL8DRvG66MiSQK4orj/KeHCYFv+EhbtPmTGAQAHqLGMdUwsAKzI60ZY1bZhOW3wax3gMyCkTWaappsBS7v+coDRD+3KBHBS0VQ3vLb2nLaOCf9WO2r0yytPPP0vwAwphyo9bxv3O8a1jRvfsfeo3hW/Ouf8d3/w3Pdc0aiPhCQJ4EpmDAcQxoxRm6Dghk349cl6oIpwKb9C8d6xr7UBuBFuXXH8Kanp8yy/bPN1KRiLGxjNBApSlETNjFWVBgGcVJKqHTFq1GkTJnZva2odt2NMXf3LRy170x5+qHEfKWeo495DeiTubx2dk16bPHX6i70rT/j3c9Zd+O5zr7iiVm+9JAngSm48h/v6og9dlYKuQrVNW1EpQSwViR8+5fh4/ARYAjipLNQ+orb2bZOmTLurddz4p/nx1dDU/Bo/9koZ6ugTPxLthyketllz5j27/LiT7j/17HMvOfHsd2oigiQJ4ErbJnZPTSXwZRIC3jXGrREeKVT73MAJr7qpQvDykfjXkgG7xni6qOUyAZxUFiK8uKr7kJk3d02e8v0AjJ5hDN3YhsZXj37jytcM6vDSD/R4OoZ/UAeWaAHHZZwuicMD0NzTfcj0P81fdNRjK088/UtvWX3emUGfa/TWSZIArqyM2VR4vRi/xl8Lfxa62D3hVHvNYOg4SOOXsYVmZQI4qWI0C7CbesjMa6ZOn/WNrknd/9ncOu5PjU3Nf6YyxJRpM3f3LFj8Mj8kyU/J/SjOGDvLPYVhGwzBYB/GqfEDdOKUQ/aM7+jc09DY9HJH58QX5/Ys+N3io5dv7z32+E+96YRTV3fPmdOut0KSBHAymQBOkgqj9hDyersPmb5uzuFHXrZ0xXFbzOYvPurG2Yf13ObawiXHfOJ1S3qvWHR071kzZhy6Iti3O/QASpIkCeBkAjhJkiRJEsCVkZFgt1hJdhlg7I7Fu+qGW1WxQQAnSZIkSQK4bEptRRWpH2hjkDOTKVx4BOaYDKGqDQI4SZIkSRLAlRjAMTMtLvXIOes2pGbNapKDAE6SJEmSqh7gSNrLzFBmiroeriiAI28bM0gBLGawxpWcYaYY0/f9HFDkhmM9s8kIi0bloaM6QxSkkRaA3HHs57dJeFU1GwVwkiRJklQVAAdoEa6kqL2V1aLIfRTAAXfkbyNvHBUXgCn+GmyRgmR8R2cqES/ZzKm0EFy2Pogj/xvrORbtsp5tt//0933HIE8T6QHi+kuKAdIF+ADKcYBCgZkATpIkSZIqGuBIrgv4uJMF8HIxBs0HOCCN0KZb+gpwAuIsxxs1UgEw/xi0yf+AHwDmlvEC5qxNtqM/lLSJ6zPlvoBM10OHVxCoIzeUwEwAJ0mSJEmDCnB4qAyazFzvVKENmPKBK24MnMGeH6bE00b1BBuj1tjckppB6odGrcaqzSY1swoQ7jHiaqe63jaFSwVwkiRJklSVAEf7lJfJBuDwbgFO/jaELRmzZp4wCtqzHWFZPG7mFQPWWI7HDWBzzbxytk26PuN5E8AJ4CRJkiSpZABusO3Us9ccNJ4sDuDwqgFOFg41I2wKlPmTDQh1MpaOfQAzahLyP5CaKaSbbpapPHACOEmSJEmqaoAjnMl4Mh+GDLJcgAPK2JbZqu7sT7xvFIq2SQz+MZj0gBeObRlDR5g1Csr4i7cxkWEMHDNf8e75kGczYwVmAjhJkiRJqmiAA4KYecrMUCYSAEC8NmjzZ6EyOxQgY1uAyfa1MC/bEjalHUCPGapAG6FVN0EvY+bYBvBje/cYzEpNB2KEWzmun7rEnT0rE8BJkiRJUsUCnHnRmEUKbC1beUIK0iztB8BlM1LdWaBsR+gVkHPH6OGBY0wc64E0vG2+d+/u+x9OLT9m+XGpYwJrbq44jh+XrNe8eDbr1S27heeOtgVmAjhJkgqrJ2SyAttDgbUL4CrLLFmvD2k2YQKPnz9LFSBk8oSunwBOkqQCSzdLWaFt07U3PTZ06NAfBR+vOgFcZRlj8wjVuh41JkIQfsXb5m9PKhQ8g7p2AjhJkgRwsjKw8999ye9qRozYFnzEagRwlWUkF3ZhzX8dNQlCJoCTJEkAJysTO/60s/5nZG3trQI4mUwAJ0mSAE5WRjMpX7fkDc+Orqv7sABOJhPASZIkgJOViZFGYvqsOf/b0tKyRgAnkwngJEkSwMnKxMg1NqFr8kuTJk06VgAnkwngJEkSwMnKxKgg0D6ha/eh8+bNF8DJZAI4SZIEcLIysc995RvJzondzwvgZDIBnCRJAjhZGVlrW/tuAZxMJoCTJEkAJxPAJWpqhv+BtmWySrDhw0f8UE8nSZKyBjhCXFYkG3NrKQ5mmG3VaWelimJT05HajRd96Kq+otv52pUfvyXVXq7jtjB/uXuNXKNsUKmNO4vqfyUCnCRJkiRVLcDdte17qZqGwEiwatCzqG/66E2p4wJw/L9xyw3JU89ek2xsbkn1qz9tU/ib88plHwMzfzl9BDBLHeDi+i+AkyRJkqQKAji3tqEPcBSppv4h6/IFu0xtUAwbYIvKJfbFrz1w0PKvfvdnKY8dRbb7AxW0Q584TrYAh0evUCk2OHacp4xkuFyzL9z77YP61x+A472gTcwvQC6AK0vN1SWQJEkSwB0AcF9/+FepYtUso5A1f7sPmZECH6uFyHo/zIlHatrM2Qe1MWJk7UFtYCzPxosF7FAkm/bqxzak/q5euz61Dk8doVK8dwChwRY2oWtSXxtsR98WLV2W2gajrU9vva9vvS03M2jLBHAXfuDKVJ9c6KRdzs9qRgJmwCrL6BfXFa+eC6O8D6xjG9bzl3Ay6zhHH87s3DP1H28k54pnk78t48YfUMvSrhXvK+8R+/bXAyqAG1DVBvYfiUGqOytJkiSVCcABFQCIeWoYGwdAEeo0GAECABfXcwQgAFLZtIGtOP6UFKicd8FFyU/e/uXIcW/sD5ixrcEOoLT+ksv7wAV4WtJ7bF+RbSAxCuA41iVXXJPybNHWMcuPS21D3/sbQmXsHm3RNufB9bE+GtzOnje/b5whx+e1gSjXnv6xnV0zrh/9zQbg4vpPX2jXgIxzfceF708ts+vNteIa0p+rbrg1dVzC6wK4klVvYHsD+xtdCkmSJAHcQWFOYIN1V990ewpQXFgAuvDW2GvgCSjww37p2mDbs85dl/IKmdcI8AFirB32Ay7iwqaACeARNYnBBzh/UgMgyDENVvoDcPRvYvfU5MqTzkh5+QBOF265NnjC3HaBXbuG9A9QjQOhfAEODx5g7YdpueaXbb6u71px3Q1kFUIteW0K7JnAnpYXTpIkSQDXB3B4ZvBoAU6EHYEE+2v7sC37sC+v8Wad8fa1B3h+MrXhh0kBHNpgH/PUASkuiEUBXFSb2QAckOieQ3/HwAGChD0BORdk7VpFmfWR46abNZsvwBG2jWoXIAWeo66VAK7k9Uj4+flDYGt0OSRJkgRwqdd4kYAtxrGlAyAADWCw8W7uGDBrww2LxsGWb4CFAQVhyHSeqf4AHP3mvJkYUQiAYxs8bf618I8TNwFhIACOa3nY/IUHtYfX0jyIAriy0yuB7QntCXnhJEmSqhTgGDfmApz7cDdj3JQPGIRN8TgRTvXDmMAby9O1wbi3OJhhvJyNA6Nv/qxNC/f1B+BIXUL/zVvGcYHSfAAO7xvwxrXE6wV0unn1LDQcNeuUv4Qz2d8PFdt4OPoFFPuTRnyAwxPqXwfO0W2X/1nGeDcBnCRJkiSVEcABL4QsgTDgy2aPWtgN4LBJAQy0x6vkA5BNZmCdTV7IpY1EOLYMeMELCNBZCNWFO7ZhrBhtsR2TJxhPlyvAMRaMMWHWBsDkTjSgHwY29Jl0HtZPjkcbrtkEAxv/ZoAGEHI9gS4DNJsowDZAKQbg2nnQBtCHt4xzt/UWlqa/9I33jfWEmP3rSX/YhnGD1n8AkL4xLo8UIngBuZ70z+BQACdJkiRJZQJwABUPbQzPjhsuBUAYhA8MABVAB3BjMyZdAxqAA3/yAkCSqQ2AjGMDGMAU2+FB8kONtM1+QBz9BUDY1+Ajql8AjOuxArg4Dn2iDQDGBvG73i7Ak/Ucy1JtAElRZu0DV/zvTgIAntjGBVH+Z5lddwDPndjAe4AXzdZzLWx8Hn0D2rhOgDHeTKDZPfe4/tOuzfhl8gL/u6Ft/1oJ4Mrjq6xLIEmSVIUAZ7nSqsWWrTwxOWXajKo773zNzdcngJMkSZKkEgG4RMysSJksUcDKEwI4SZIkSSogwFWbEap0Ew/LVEqrzHW6LoEkSZIATiYTwJWXNugSSJIkCeBkMgGcJEmSJJUTwDF7kRxw/kxS35hZynYDUXJJJoCTJEmSJCkHgCMXGbngDODINebW/LRUF6SeIBWHWzJLJhPAFUVbA+vSZZAkSapSgCNpLfnB3EL25GEjiWyweSrxrRV7t4oDJJAl0awARSaAkyRJkqRBBjhCoXjUSHKbqT6qaySP9UtnyWQCOEmqGHWH1htYbWArA1ujyyJJJQJweNGolODW7MwG4EjyyjrXMyeTCeAGVbMCa9RlkAqgSwN7IrSovJB81jYF9rgulSSVCMBR3ooyWFEP3nQAh1GqifCqIKV68+qdde66Aya+uOW5BHADrrXhg1WS+qtVIaCtCa03NPPCSZJUagBHrU0rwJ4rwFGXk7qbgpnqNADeEiMDcYfNX5j6vLDc/cwI4CRJkiSpwABHYfWo8W/ZABzgxwxVwUz12d33P5ya+EL6GV7zGWpsbkl+8vYvp34UAPdVAnC1jpcCax+EY3aH3hKFT6WBUGP4GesJvXAnBzZNl0WSKgjgLMWIgKY6w6dHLHx930SYlnHj+8LpN91xT+pzVSUAxwPOHSu0fRCPeXVgy8vgGjH4favuvCUtyrLtTMTXRl6vSyRJJQZwhEBdb0kuAMfYOVKNCGiqz774tQdSHjgmsay/5PIDJsJctvm65JLeY6sthMp3ZbBm6BnAzQusrgyuDdflCd15S1rTwvfp5PDz1ZPYPwOV9075BiWp1ABu45YbkuM7Og96QKfLA2eVG3hoEzIT0FSnESq1X+hAnHnjZs6Z1zc2rsoBblP4IFwd2G2B3RzY3MBqvGULnH0aw/1mhV4PtrkxcWAIywCu21lGKHdDuP1tYfuuNoT7MVj9M6H1hutOdpYtj/Gg3Ry2uzmwVq8vG8K+bA632eiAJcvvCb07m0I72TnXS8N9OPa6hMLCpaibQysbjRvf/p9NLa27ZLIysScT2U5Icx/CeE0AMcJe7nIewITBzK78+C0HrKdSQ/3Yhr4xULLqMnvfv3Dvtw+Ae8LxfC7ctDRVDHAseyawR0II+3lgOwJ7kK9huOwnIdw0OsCTDJfd7+3XHuOBqwuP8WAIQZeGx93s9OWJcNnjYZtsuyew+5xl28Nlcz0I3RFC2bpwm8dCYLT1u8Nt7ghBbFf4fyK8KT0YLjO4XBvu/1i4jjauDfuhPGOlpw3he1U24qGo+7SsXOxjt9yZHFNXtzMriLOdgDLsyMVLk12TpySvuPb/61uWzi6/5sZkc+u45LKVJ6Zec3C9CdVlhE/JBRhVK9dfXuUAt8V53RouuzZi2ekewLlt1YWAtMkDuItD79jGEARrPK/ZbscTBsBtdbapCdu8O2LZpU5YzQe62hAE13iA1+U98HdnCKGuCs/BDQHXeN49qXjqDh8mq0J4u1sAJ5OVAMTZDhO6JqWsfUJXcuiwYcn6hsa+Zels9Ji6ZE1NTbKjc2LqtQ1ml1XXDNS4yQ3vuPD9Arjclu1wlhnA9Xrb3B2GIqNCqI+EnrFNjl0fbjPXAbhN/q0gYtmDzrINXujTzG1rUwScLQ+PnQ7gZoXbbA0hQeBWXNUk4pP47kyU2SxUAZysYiEuakfGvDGjNMqr4hohM7bjIa4LXl0GmK04/pTkypPOSOV6i6rewXhJxsYJ4HJa9kQWAHdbYv8MVx/gnogAOLPuNAC3PcOyTTEAt8npXxTA9WYBcOjMwB4KvXzJ8H+lqyieopL4doWgv0YAJ5OVAMTpIsnyMcY9AnDke7Nf50yAWbbyhNTYN5sQ405gEMAVDOC2h+PLXEA6I7FvQgBes0yDzPMBuPUhwNWkabc/AOeGZZeG29whjio5rQy9xDUCOJmsyBCnCyTrj61euz6VKoQ6updccU0qDc20mbP7YM4trSWAyxvg3NmgS0MvVa8HSAvD7Ql17vLGqtk4s/4AXHc4lm2jtw1esp4cAG512I47w3RBhLftnnIba1VF4+H8Wc8COJmsGBCni5O9ff3hX+k6qJh9OvWE0MMD7rFw7FkhAG536FmzEOP1EYDU7Yxf2hputy38//HEgRMJ8gE4C3PSzs/DMK7NXj0zB4BrDz15j4ftXxvub4mPaff+cJsF4qWSUF34+VocekV9ABfAyWSDAHHNreOeOuDDPbJ21DOy7Kxm+IidQ4YMeXXo0GG7a4YPf2HkyNo/6rqM+sPwESOeHT6ydkc224+pq3+0gh907c7YoTVhuMkNHU6LGGfkLzvdWWYAB+CQbuPS8CEadUw/iS/bXRxCFV6vVu8YPRGhsWyWtYd92RSGVed6AHt6TP9cdYWewg1O+z3ha9pdlxicMmRSvLaGoVJ/EsMOB9gFcDKZHCBlJR6Grzk3tP+p4mvR493kd4VemevDh3a3Pi4FCVf1ZrHt4sSBKUkkqT9aGX6HTw8/fwvK9fssgJMJ4CRXbw3spfDhekOiehOOMkbpkdALsyD0zFyf2J+sVTUTBw/gJEnKA+Du2f6jVKnIdJZtknpm5fuJ8AfCyBRhuVhJ1/TNH/22YiCFYgGDcQ19Yxw3JUH5PPCasqHuZ8CW85ftuO4CuPKGuD8FNj5xYKisroquweMhtMWpVh+TfqkmhDhdR6lYPyC6E/tTidjQgE2JCprEQCqsRHTOuz6LqwHuG7lQ/UpFhTRA7bD5C1MVk/iLkYeTPvo5N8vVOJf+XkNSnPFeZDtunTRYZFSwMpBW3IDrS3/8kpBkWeC6Z/u5EMCVpqISjm5LlNEU+wJ44NbpY1AyD9uTdRmkfohwKZNQ9qSBGSaX4F1fWikAFwVhpELK5wE70ABH6ibybrpgQs1pvEEufFQ7wOExywW8yaYwe9781LV0l7M/7dCevw9eON4PAVzlCrip1GSkjSHAbasyr2MpA9xKXQapn5+htaGXjXvXDscLZ5qbOLhcWlUA3Be/9kDqgY03BogiSbkf6vMBDo/ZqWevOSDchneIdtgWaCANkx/Ko+2J3VNT4UQ8a5YonX3OWbch61ydQAbtkNLJylzSF9qg1CFeJTyQhGRZR/J+UkGxD+mguA4+1NBfPFP0hXa5Lm5ol7bdc+RcLPxowEmSd6o22XWkry7AcQyOTR8wd73V32a9vRdcYwsjc62W9B6baoc+cH5+PtKoGvCfvP3LB61LB3Cc47CamkHNTiGAG1wxLqzWAZ5KCoUxgeEZ55f54yHQWU1OlUOSpPIV41e3x6zje76l2gCOB/xZ565LwQSQhteGex8P8iiAAyiACyDCIAgQABYACv5nW0J3BnEAEOvxprGeUB2gYwDB/xzDhaYoo5/1YxtSxwHczrvgohTssI5zYx3tADo2bg9YaRk3PnVeHA/Qo/9nvH1tX7u0A9zRJtvw2q2FzfnQf/KAcg70nzbs2BiAx7GvuuHW1HHpD0DoAhxtAJJca47PMoNMzACXNnhfAFWOA5RiFhbnXGg/nUfv6ptuT70HPqhmAjh7v30AF8BVpk5OpB8vVq4C1EgSuzG8sT+e2F9cXZKk8hQpXR6JWcdEpfurDeCiDDBxtzWAi4I3DFDxx6rhjcLLZHBFG/5xbBIFZSuBI+6xQAfgAkTdte17fdsCU6z3vYOAjQtw7j42FtAPCdIGMMXxrV2/xCZeRLsGBqRuAncAi/3Miwh40We3DfcasS1J4d317GPHAJjZxu0/x+O4tl8uIVQgD09i1LpMAAdkct0EcNUlwg+bKvj8GuWBK8pnaqsug1QgESplLNxqbzlRhR3V6IEDYvBoEdZkG8JnPNx9gMMjA5D58Mb+bI/Xi4e+mYX7DJhsG9oBVnzPEO0ARYAg4GHlDM0ThFeKvsWdXxwkAknAmNs3zsFAiHaBOXc9xn4GMQCc37YPU4Q78drhJaRNHwgTEWPguOZ2nYE0ztnvP9cCb2KuAEff6Us+AEef6JsArrrEJAe3JMasMjwHxvZZUfV7EmU0JkaSpKy9cEDcU+H33IZMPJSo4EoMcQAHVAErwAWeMB7uLljYvsAJoUjCfC584ZXj+uF9shQgrrkeK0CEY7E9MGjeqyjjGMALx3W9YLkCHMuAmai+4eHiL567qPUW3swG4ABQvI54D2mPdUBdtgAX13+D4XwALm5coQBOykafSZTXzNXG8GZ+X+hJTDo3dCY1KP+bJFWG+KF2cehxY5jE8nI7gUIAHADFfc7P/RUFcAAaXiUgzg9JAlm5jJli8L+NZXPDoL7hlcI75oYs4wbXxwEQ4V13vFvUGEDaTZdzLhuA843r4fY3E8Ax/g4Po5+bD++hedJyATjO2Tx3uQIcxxvMmagCuNLXljLwyAFoD4b/E2p53Fl3beiZkwZfp+sSSFLhAQ5YsMkHbm1KPF1RY+BsvBrAxhgrdwA/+7iTEAAXSwHCoH93sL6N7TLoY/wb27ggB+ThrTOQoK9sB5QY5ACg1vc4gKNdwMidjcl+NmbP2sXb5x6fWbM2wzUbgONcXQjkeBzXvIyZAI5jA7XuWEKOn3AmlHBNEs44wHSJmIFfxivmA3BAb74pZwRwlal2xxtHWLK7RD2GNoaPuoh3O+s2C+CKpo26BFIBxb2nN7G/rNa68Hu/JfyOM+Zyu/f9r0iAM/DhYY5nDaji4c2DPw7gbFYpEGewAZAx8J12gCG2T4Rj3gxugBnWMeOUfVlnAAI8AZLsw770hf+BNXfiAMelDZttSpuELNMBHEY/2ZZ2bT8XbgwW6QPruQ78b+ecDcBxXokwNMwkEPZ3vZKZAM6gz86NNuinP/GB68ZytrFzjzKbnAFw+2BnE0a4Hn6Y1eDOnYUsgJNccfNcVYL92uRAGh63S51193uvJUkqT5HU19IE7Q5fPxZC27bwHnBzosRnnOcKcHjE4kKVzHwELuyhjSfJ3ZZ9XZCybfxQHtvhHbL0HX64luWkt/ChwiAQQGM9IBMXJmRsHP0k7Ou2Q3/T5S7j+EAXbbv52/yceKynH+758r/fNvBJH93xgLSL14w2/PF9bBt1Df33hNecG9ch7nzoJ+eSKVcbgOfPJqV9+mLm9xPPqpseRQAnpdO08GZZKn0hG/uG8GZukMkv9D0D4DV8KHx4yGSy/TbQnq+uMCJQ1soEcJaXTFa9Nm58ezIxZEiyZVxbltt3HLS9AE7KJHfmF3nlijnxAWizWWnMUtsRwtu6wb4By2TVaGMbGnfqltj/+4dbGF5WvbZs5YnJuvqxyQsv+0ja7S6+/Ork2Mam5FHL3hQ5i1gAJ2WjUghT1ib2J/G9ODFAZcMEcDJZ0QBuWujp2x3+WNsVhk5bKwXgZLJyMQFcZYrQak+1/oKWyQRwA6LW0MtORYa14f9MZmCc608SZZL6SPcPmQBOKmW5N1JAbsEAh06fSuyvf3pP6IFbNVC/ynUDlsmKAnB4+Zm0UBe+/nl4f6kJ/18lgJPJBHBS4cQNdnEM3BUCFHeE0LYmDJveHd7MbbbaLN2AZbKKADhCpW7JLCYs9TrrNgngZDIBnDRw41fuKGB73SGkRc1M41f6Ut2AZbKKBTh+uJ3swNwGAZxMJoCTBkfccGv7sT+QticxyKkFdAOWyYoCcFRcecgDOpJ4k8B3V6JMUozo/iETwEmVILfUUr7FqO9IDHKtU92AZbKiAFx7+IPNxrpdHxjH3JYoo0lTun/IBHBSpYmb8dwc91kVjoFLhjfy7WE7q/NoSzdgmaz004jUlPuNTvcPmQBOqmQtT2Q3o4w0Akxa6E3sS9h7Y2JfioFdIdT16AYsk1V0It+6cCwsP9hmCeBkMgGcVFy1Jw4sf9Ues026WaZzB+rXum7AMlnRQqj8QHvC8by7dluJ3ceeCsO7a9z7me4fMgGcVC3ixhdXc3XHQIZKBXAyWb8AboM3zvVBb/zrhph1pB261nnNJIWucJzsdYl9SXvXhG3cFdgFoTd+pddOLse3Y0Qd/9rE/lRIXeG22Rzjj4n91SL2BvZL7le6f8gEcFK16jOhZ60n/DW+JbE/sacATiarrhCqaW14PyglGcDtDj1xM3T/kAngpGqWedyYqPC8Ez4hee8d4S/i3oGEOt2AZbKSA7je8D7QWEL3qhfC6EGj7h8yAZwkHShK65Csl2SeZGG/J7G/rNZiAZxMVhUANy0c/7azxO5Pjbp/yARwkpRZZ4aGqIFaW0yA++fv/yL5rvd+sM82brkh+emt9yV/+LudJfPl+95jf0j1M9f9LvrQValziTpfvz2249yzbXvlSWckz1m3Ie02V378lr7rSl+uuuHW5D3bf5TTOVxyxTXJ62+9q+jvwRlvX5tc0nts6r1wl3/3P/47uemjN6XWn/SW1cl3XPj+5Oe+8o2+9fw/sXvqQe9DFQAcQyioefxE4uBJDKvL4UYlgJMJ4KRqF6lG7kvsy/22NQQ2K15fkxigMlrZ3oA/86V/ST1UDpu/MLng9Uen/g6rqUkesfD1Bz2si2WAEH3Mdb9lK09IQYcPRLTFX3c52wEg2bbNtcq0Pdu0jBuf+osBMhyba/vV7/4sq+OwbSZQHGj72C13JkeMrE3eff/DBywHzhqbW5ITuiYlzzp3Xaqfi5YuS31+AFzbDoAd39GZgr0qArg1obd9bfh/b+htvy9xYJktAZxMJoCTSlDAGR+cG8Nf5D8Jl9eGv8xPSgxgXcRcAM71SN217Xuph7APOa5HLJOH7uHHdxy0TdQyfz2WD8BFwQH9Hz1mzAHHBOoADv7aMtazHcfJtk8+wEXBbhTkcW2BZMBu+09/P+Cey/62wbUBPIEwd/k3f/TbZP3YhuSK40856PrgZTzvgosytlGlY+Daw3tCtwBOJhPASaUrPG6bw//5JX6Hs45aieu87bclCpgTLl+Aw4AcwmLusk/e/uVk9yEzUtsDeEAQD3LXW0So8Jjlx/Vtw4McaMEzY8t8jxIPfPa1EBPbWqjxC/d+O+XlYTl9wmx/wID/gS/Wsx3Hd9tlOW3YMqCDUCl/bRnr2c49F/rs9mn2vPkHhD+BM84TQOOc2IbXLkjGeekAKwDOvb527S7bfF1y5px5qetsoVoD6fWXXJ7aLiq8eerZa/peE3I1bx99A7LcftHG1TfdnrzwA1emjsX1jvt80BbeNx+QCZVy3bP1qnHNeX9KITRfZIBLhD/e1gjgZDIBnFS6eiwMnSRCL5zrbdseAXDujNReJ9Q6qACHZ4iHNmOb3O14YBNO4yH89Yd/lfIkAQcu9AFGAAfhNgtXAiv+MoMqAIDw2qrTzkqFFTHAkGV4dlgPBLIPfcAMpIAWYMReA5j0m7/WJ44NqBiU8Zp22Y7XLGe9ARPGuXEeeIyALYxjAUUGIMAZbQAytMMxadsFtnRhVsCT7d1rx/VlH/pDu9aGea64fj6Qcn3oB++LjeWLep/ckKYdC+DkWC70RsEh20V5F10vZiajn/TdHR9XhQDXGo5/41qsEsDJZAI4qXR1vwNpjzjj3Qih7nLgLm4MTftgARwPcUKIeICmzZydAiPXW4KXxg2L2b54eCyEBhi40Gcer6hlFq5kHTDhhuEAJjekGRVCBUxY5k8KAARdaOJ/GwcHPBrIACCcq41/c71hwJPvlaJPHO+LX3sgFs5oj35nA3Cct3tOUR5PH+AwYMxtk2MCgi5Y+u/TTXfck4I891h487K58XG8KMCjjVzGDGJ8ruyaV8kYuIdCb9sziYMrMdQI4GQyAZxUujo5BLXTw7+NIbxxA388h5s4v9rXDyTA2SQGAIT//VAX4S8bsG6Gl8z13rHMH0eWaRnQEhUWpA8WKo0COEJ7bljVDDjkPNzxczYODo+RzTQFioA5G/9mHiyDVZb5bZsXMA7OfG9mOoADinyoihoj5gOcnY+NbyO0665nnf8+AXiZ3qc4i9sWGMsV4PxzqXCAY/ISkxguDWHuzPAHW3e53LyCz9Lz3ENksnK39gld/yUckfIRHrjd4S/vJ0KQo7RWrvnfapww65kDFUIFjPCq+Z4SwIhwG9v5ZrCXL8C5wOUC3Oq162MBDuBiGSFXvz/uWDbz1BF25BzMY8d5AzY2/s0fu0ZoOOpczVOYDuA4ZiaAIyzpgmu2AMfxzatpk03seBhQCBzm+j7lCnDALxAngJMkSZIqWY2hF25j+Gu8P1nYW0PPXsIJxxYM4GxMGGDgjiUDNghP5vqwz7QMUARI3BAq/+NJstBrFMABbizLJr8Y49sADnfMmY2DA7AYyO+PTwNO0g24j4IzwMk9RhzAGXy61zdbgMNI2QHg8tcfn4ZHLp/3KV0ak6hwq3lA43LU+SlH7H3IJddehQAcFVmoUcoEpXtCj1yjbomSJEmlJWadMjnh+sS+sOdgFLDfnogJxfZnFirgAUTZQH+DDmACDxchPODJzbOWD8Dh+QLg8MS5EwYIA5pXjIHvHJs+0E/zogEvABNjvAAyPFEAgk0AcAfis787kN/gyGbK+rNiOXeuAaAIyDH2jddueNQmULCea0GfXdhhG66PTb7gnPHs0Re/j7kAnE1moI8uBGLMLmUdEM5kFK4n18cFyVwADi+on0vPjHOhD4Ar14Frw3kCkL5Xlc9MwhlDWCUAxw+tPYl9k5l+Etoj4et23S4lSZJKR0DbjeFNmlCpFYh+JFxOKpEFiYGrvkBodVouAEcIkQe6G4azFB0AEp4eG29FJQFLT2EA4Xp7ABp3LFm2y+iD2y6eGnempQGlrcfzZBMLgDNLI4LRDhDjD+KPgha8fyyP8uJxfLxZ1i7eOjdNCDDItQE+E2G6Dvrleu3Yxh2LxnlxvWwcnX9NovLuuWlE/BAs/YvyEvI+2Zg9jD5aODruPYkzrg3n5oal3c8IcGlj7Ow6MdbQP0cgjzGTVZQHjh9Vz4Tf+0T43f9M+P9tzv+SJElSCWpuCHV45JiRujN80D0zQMfrTewPz9RlAjg8NFFjpTLZ1n/5t+Tn7/1WXvumM9pM1+6Xv/lI8v//14ci1+Gli1vXH6NN2o4aa4exfKCO3V8r1Ps0dcas5ClnnpN2mzvv+07sdbr3Oz9ONjW3Js//2/cdNEaxggGuJ/S+2Y+1NSG4JcIfcY/r9ihJklRewkO2dBCOc/qoMWP+ku5B5nq1ZLLBsqhJKxUIcPyYesp5zazU7Q7APaFboSRJUul63y5O7EslwASG1sHuwEB54GTVZ+decFHymBVvTnlBc9nvozffkQo133j7lyNnCVcwwLWHwNrlAN328DV/79AtUpIkqfS0Lrx57wh/adtYuI2lBHAyWTXaIE5iYOzrZsfzbl7IhxKaxCBJklRyYvAyExi2OMvqQqjblTi4fJYATiarTIBjHNxq5x5wcmJwZqZLkiRJeag7/JUd9QsbD9zPKwHgmAHqzmTkf5utmosxq3MgQmq0me1My3KxbK8xM4qZRUuIvJKvhxL5SpIkSYUWodNZEcspYD1og5ezATjSQCQiBpr7eeF8Yz2pKtzcYpn2iTv+QAxqJ42F279SMFJ5WF69fCzTNSZdCqlK2I5UIaRX4a/lZyu161EFAEdaH8bAkkqEGaj3JfaNf/t5eB9QQl9JkqQSUm9iX6JOsq/7ExcIq24tNYDLB6AKBXBxRmJeP8dZOu+Tvy4OWDJ5sNyKELkeM1P/uc5ROeCyPU66a0xyX3KwuTnw6AM55PDGCeCKAnCA209CaLs7hLhrw/sDVRnqdLuUJEkqHa0Ob9DmzdoR/vIG3naFXriyADiSyPphUiswHwdweJgoTeWCEIll48o7ARjWpiXPpRIDyWMBEpLtUimB/xNOEl8reUUiX7xOiTCJr1vr1O0frymPZcXd3VqvLKMtS8pLX+kziWd5TZ9cwKI/tGHJee2YXJ9FS5elKhRY/610FOfJa9vPkvNSiop+s4zjudebdWxPhQfW4VGLAzj6nK6Eln896Cf9oW2OYWXLrJQayzgmfw0K6Q/LaIdrZe+bAC5n4Z2nD5rIIEmSVILi1zX53jaEv7z5Jb4nhDpu3vcP9C/wbAGOhzQ54cysviVg51Yv4H8ryZTOAwcouZ4gAChu/BXHtzaBDNeLRJkorhdZ/AFC2geM7DjsR0UCxnzh7QLmrOyTCyyM/+IcrT6nvTbw4hhAGZDGOuAEeOV/jguQGogBfhzDAJVrQpoM+x8gIpRpwAN0xXnggF2AyKpg0B+ObeMC2de2ZzwbfY4DOCAQ6MwW4IBl8xCSgJfrzjmRiNf6YOPpWM//LLf/WR9XB1UAl5WYobpet0lJkqTyEFnZSeLJTNRrS8UDhxcJ+DCzcVr5AhywY1ADKAApcYXhfYBz2wSoEl4Re9Yb1LCf2z8LI/pt4V0CIt1ztNcGcC4YMW7MhSGOY/VIOS/Gslk7nKv1kde+N9Nt2wc46qHiCXP7ZeeHh84vVJ8uhMo6A8dsAA5ABEbxaFpCZ6sswTXk+H5BeuDUxvH5oWYBXE5ipjqVGDbqlihJklQ6AtAuTewrndOTiCk0Pxjqbwg1X4Dj4Y63BgAgrEdILt3x4wDOAChbgOP4tr3bFsfAi8Zf1wxUfYDzz9sFONq0167lA3C0Y8XqXWN797pkA3AAKZ7KbAAOrxpQDYzhRWOd2088n8AjwIbxmuUUosczyb4W3hbApRUh0pXhvYAfbUxouN7xxvfodilJklQaIs+TjXvbHf6/J7xhU7y6t9wAzh0blS3A2YxLxoIBcm46i4EEOJuF6bdF+JawblwfcgE4wqdxoJQNwLleMtqxkK9vePb8ttIB3PpLLk+duz8ZApjm+rvXg37iZUx3DTJ9PjgP83YK4GK1JrE/iTezThkby4QGhlQs1e1SkiSpdMRkhbud12Rfp4zWteG6NeUEcIwLI2TIwxrYsLFy2QAc47kS4YSATMfvD8AtW3lCqn9AGuPADLzctoAYAI7tP731vtT2AKaN58oF4NgfKAWwOIY7QSMTwLEd/WU/vJM2ro3JACzD08WxrNwUY+DwXtJflrvj/6JmqvJe4YljDCHt4SHjmvC/ez34n3Pgmpm3zfrJNWESCeeJh5I+85p1bMf2vLeEfy1MLoCLVY1uiZIkSeWh7YMNaf0FOEJocSFOoICJAUAJkMHD2zxywIc7C5H/XU8bY96ABMJumY5vbQIG/sxGP4zIept8YJMuCOsBF+5ECb8tBt3bmDO8XnisbKA+bbh953oY3NkYOnfAPuP6LPzpztRlH/9aum0DZbzm+NYe4Uz6SVucA2PPbHwZx2EZ29sM4HTeTPYD2oBE2gO8LPzpXw/z8OElpd/WT64JsMoxuVZcJz4HlpLE2qatYtc0LfNJDNwnLtYtU5IkqTREqpDrywXgABN39mkhbf6io5LB8QesfQzvEqHAgTyGLL2V40zUQQY4kvXapKXbQg89P/QIqZJWyOolS5IkSUUUY+B2hr+slyeKnGk9E8DheXFnQBbS2jsnJt/yV+cPWPs2juu0s9cM6DFk6a0/lSWqBOB+HoLag4l9wyiAOBL8ksj3sdATt0q3TkmSpOKJ2WaMJXoqsGcS+xP5PhHerE8uNYCTyVSJYUDVHd4DosrqrQ49cZIkSVKRdU9opsbQC4c37u7whi2Ak8mqB+BaQ4CLStjdG3rgJEmSpCKL8MiGUuqQAE4mK3oI9cbQE+eLH3hdum1KkiQVXwxUvkMAJ5MJ4BwRPmWcm6UUIXnvzYl9E55adduUJEkqrgiRMFCZhJ3MNiP321wBnExW9QDHj7qt4f+U0mN8LGW0mNzwkG6dkiRJxRU35vXhL+tHEvurMNjss6LkhhPAyWRFBzjGuZ0Z/r84vC90hfeMnaXwQ0+SJEnaL8IlPSG4XS+Ak8mqFuDwti0P/18beuBMDzpwJ0mSJA2SuCl/Jvy/vRQ7KICTyYoOcMxA3xj+z4QGN3XIDgfuJEmSpEHSGudmTLF6C5eax60nUeRaiAI4mazoAEfR+t3hvWJPYn/5rOXh60bdSiVJkoonxrGsDeHtwRDmkuGNe5sATiar6lqo5q1fn1CBe0mSpLKAutNDsBPAyWT/r73zgdWrvOv4ES6jjm6ro0jVaq6zGbgxLHiJnXazWLbKuq04UKY1ViWmZk2G0syqmNWMzDqZ4iSELUxLrKaYaqpDLbPqzUaQkG7pTDchQS1wpzVDrVoNIiyv5/ve36/v7z73Oe97znvf3r5/Pt/kl9ue9/x5znl+z+/5PP/O4WP2CCGEEACHYQAcQgihsdMrL7nk3wVxGIYFe+2lTxEdEEIIIYQQQgghhBBCCCGE0GRI35Z8trRPF/Pv3tpa8L1JhBBCCKGhl9631So6r3HRX313cmaM71kfTN9Z2qdK+2LBqyoQQgghNGIQ80Rp/1XMf2dyrrS9xbl7Wer5/o6lrv9vpX01QOsBXAEhhBBCwyp96UIvRj1Y2slivudNsLattP8sbV9xbt9yr3MfHxJw1QfT9fJo9Tg+Utr2Ykg/74YQQgihyQO220s7XMx/ENyBbVNpK5J9VyxDen67tJdLmx6CZ6Mh0w+W9q+lvaeY/yLIk2b3GNSuxIUQQgghNEzAttxS75uGLvU+sR1D9MzSHkf1wqk3bn9pT5f2eGl3DckzRAghhNCYAZvmrh0ZImBLpXRpjt2LxfwQ7qjI5wkeMijWM95TjPcCD4QQQgidY2ATTGwohnsVpXq5tEjipWJ+8cBXRjgPZuyZHzGgO2SAdyXuiRBCCKEpg4VRBLZuOjlGeaRezk3F/BCrhlo15KqhVxZEIIQQQhMEbBuKhb074wBs4wxwqbToQYsfWBCBEEIIAWxjpZMTlMcsiEAIIYTGDNg0JPrwBADbJANcKhZEIIQQQiMIbJrLpjlt6yf4uZzENc6KBREIIYTQedYKgA2AW6L/bCpYEIEQQggtS4Wr95vphbmnADYAboBiQQRCCCEEsAFwIy4WRCCEEEJ9ABtDogDcMIkFEQghhFAG2AQaBwsmlQNwoyEWRCCEEALYeDwA3Bj4NgsiEEIIjbw08XtLafusUpsD2AC4CfJ9FkQghBAC2BAAN8JiQQRCCCGADQFwIy4WRCCEEDpvwObzfHaUNs3jAeBQ32JBBEIITagEUZsANgTAjbxGZUHEuYg5CCHUtxSQWhW2v8F57i5t4zKmW6s69y7xHKuKzsTr4wAbAIeGIubUXRBxt20bpZiDEEIDD6YbDVqirW5Yae4Y8mCaAttJgA2AQ0Mfc6oWRJyyvwAcQmiig2kVwGh4485MS3edBbO1BkCni/mvCOw1W2X7TZV2mwXfB0q7NTmPD0somN9r+2zNpGPGftd59KWCY0kwVeDfY7/fa+e9HGAD4NDIxZwpizk3J9unrcxvLu3B0v6vtBcN6o6Wdn1FzNleEXPWh5hycyYd63vEnFW2PcacVWQvQmhYgqm0u7SXis6KsRUGRD7EKnA6U9qjtm2/AdUK23bMAp2C3/NJq9k/ITVnxx219ESI22bX14RnzU972P6/NwTSU3YtrQr9ggX3fy7tfoPGtWQ1AIdGJubssjK+MUDZMSvfMeYct3jwudL+yuKAYsw/lfYrBoKnDLBizDlp2w9YXEljztYQc+6ya7yQxJwnLebstUbiXLG8oxAIIYJprTlwh62lu9Kg6Fix8H1OuSFUBdkTFnxdmy0QrgzB9FByrmPh2iss0O5Lzj1r27aFAPxUAmxAGwCHRjfmHLS8XGWAdKJYOAfuZLF4SPNnSvtyaR8pOgsiHint5dJeH2LH4STmeBxyWJyza6Yxx693q6U3xjb9m69QIISWPZjeav+OFpf0r7RgeNxauNOZSnNHJuA9bNvddtn1ZjJB0bXftksbbP91FhxvNUg7Y+m4345vWSt7U8Gb3wE4NC4x54TFnNMWA4oeAHfEzOPNTosLut6zxXyvmb+/cWVFzJmx/a/qAnAel+63dDN0ihA6b8F0usa+O2zfuysqzR2ZbT7UmtqVNQBOwPabdk1fjeY9bI8lx+20370lf4TWMADXUCvNh2kADE/M8Z6ueyryeW8GsrrFHMWEvys6q859QYTixWeS9K3uAnAeD4+FmHOUmIMQGsZgqsDkL9yM8+FiMN2VCXgP9DhvDIrew6ah0P8xIDts6buuRzCNlbDmrzxfEfTR8uhu84mcbah5juli4YKYcw1w0w3AAp37mCOAmgsxZ1MNgBOIHWgQc/wLETrXi3b8fZa+KxvGnDliDkJo2ILpVNGZN1JYa3YuaaGeyAQvLVzQUOdVmWs6sH3JWrFPWqtY59Bk5MdCcNScuTvD8euS4K3zr80E2/vJ3vOm/ZanOzK2ZoC+CcCNb8w5akBVWFk+lfjOsUwZ32nxYiZzzdVdQMx7/Wcs1mgR1H8XnS9EvD2JOeuLxUO6h2s0WBFCaODBdC7TU+JDpfcUncnEDlUnLMD6JN491ko+bIFwrf120AKq5sI9VNpzpX01AJvPR1mVCaauOy2Nj5s9b8d5MN1u1zhSdFayns6AI1pegJvt8vtVBnPpMJVWHd5qPrbP8n237bsl7LfKtskHdiUV+7NFZyh0Y9gn15Pnv++2XpQULNZYBa59bitYGLNcMeeupJHoK99nQ8zZHWLO0STmvGQxZ7/FqpdC3vWad+sg2LIG5nN2/MuWBsWb9xWdVar77e/pgm+7IoSWUWsqekl2WOXm84LS4YR1md6UbRYYd1rAnbZ9/qS0r1gL+tOl/WSoTLdYazatVLck2/wTV7vtmulxGw0i/frMRRlugFP+Px16WBzqzgS/Oh7Afbbo9PCus8r9Udv2qPmW94jMhePm7NjTxeIV0XdbJXzUKvvnE4DbYOk5moAAOrcxZ8r+nTbAPJ5EiN6axJwi5N2eCvDuN+bcVMyvcvUvRDxTdF5ddAcxByE0yvIAu7/oLGDwT+CwSmvyAO6FovscuPUGSHus8hUg3ZvpqZlOzj1bLP7MmwDsQAJwuwOw+crCjaHC1v83J42SeD2d81Cm9wghB9HcFyI2JTCJEEIAGxopgKszB07/9+Gux4uFPWQ5gFtt224rFr5+4l67XgS4FPxaRWeltPz0WMaf43EHzK/VE8PKVNRLviBC0K8e4SPWOGFYFSE0VMDmLc59ABuqALjZmvv61zdyi11SEPP3b/mwarSDDQBuf7F4tWIKcNMhbTL1EG4na1FNzRjAHSk6K/h3FounoyCE0LIBGz0SaFAApyHMMwZHquh69cA5ZHV7FUldgJvtAXCuVZbOA0X+9RII9dIK8+e7is4XIvZbg4C5cwihJcuHAAA2tBwAp4nlWjiwy6BJIBdXB85UAJN882DmfFc1ALhddr1YeW5JjlufAbk4jw6hfqV4qpELXxDxZNGZfkKsRQjVBraDVukBbGiQAHe6WDzMOWtg5B8nPxyO0etDXio6qwFXmF8eN7BzuNto8HXMejS0mvREAMY6ACcY80UVmj/nw1zxuNmiMzFd137UrsMEdTRosSACIQSwoaHQtgBdqQmQZor8Vxa0OCF+0WOd9Uz4cFOs8PYWnc8kxXfBPVtx7r3Fwl61tXZuQeSeYvGXH6Ztu19jN+UELXOsZkEEQgBbu6dh1lp1ABsaZ/ExezRuYkEEQhOkvUXnjeObCrrhEQCH0DiIBREIIYQAOIRGXCyIQAghBMAhNOJiQQRCCKGR1O08AoTOigURCCGEEEIjrrggYq5gQQQaIp3EsAHYoRHz+8fJM2yC/Z/y0Z89Y71yemfj/xbzL9bmuUxe+RgOHX/uTAvDlmoXXjg1N0p+f/GKrz1FvmGDsq+7dPWZcaoXVn/9mhfIV2xS6wcADqOAAnAYAAfAYdQPABwAh1FAATgMgAPgMOoHBMBhAByGAXAAHEb9AMBhFFAADgPgADgMA+AAOIwCCsBhABwAh1E/IAAOA+AAOAyAA+Aw6gcADqOAAnAYAAfAYRgAN4wA95ef//vWn/3Nl1qPPfkvC7Z/6rN/2/rox38PRz3P9qv3Pdj6xMGHs7898fTz7bx75ImnFmz/3D+ebn34Y59s/c4f/QUAh42UyWflu/Lh3O/yd1n6ux8HwA0O4Dy+5J43Nni755MPte47cLhnXqS/qZ6uOg6AG0OAU2G845c+3Lr8G76pVe7etgunplrXXPfms9D2od/4eOsb137LyBUCObjfk+xVr35N64o3Xt36iffd0YbVOud44A/+vH2s/p7Pe1EerXrtpW2YjtsPz36+9dbN39/OM79P7XfLj97Wmv3CM2cLtX7//T/9DACXmPw6+ojbzJvf0v5df9/9g9sH7ovRfvpnf3FgfhLv5xUXr2hNf9vrW1vf895GeT/oNPVjDx15rJ1+NVridjUut9+2q12W432qDPzuH/91ex81Yi697PLWrg98EIBbIsDpef/AD+9oP+MYR3/q/T83VCCXi/XrrnhD21dyoDPMsV6Nj1deckm7DKT3eMM7blqUF4pPfo9qvCjWLzfEAXDnCeAU3OUsd+77WLvCV6FUsJdTfNfG68cC4D7wyx9pF0r1XgmEvnn6dW3IqVOpCfR0/3WB71yYrp2rzA4dfaKdd8onVV7KO+Wh0qt7jIFIQCd4BeAWA498Xc8qmgdPBcKl9l7mfDFa3Qqmn/uRLwhCFdR17Trn0DFp5bHc9qZrr1sEzup5UMNScKZGieBCpnL93ZvetmD/33rwD9tlJm3wAHD1AU7xxJ+3eoT0/PW89/7afe24I7Ab1lgv+/m7fr0d85TWOmV4GGL9Z7/45XbdpLSn96d8eMPV17bvRXmjfVUOBKpKt++rxpc6ZJRfANwYA5y3OFQ4qwpFBDg5hAqvCq4cLDqIAqU7kcBC/9ZfD7w6ThChlltaOcghZbqeWs3v/fGdZwucziuH1DYF5TSNam0LypQm/fVep1io0xaV0qOA7/cUC2+8F6XftytwaV/9O61wVZjS7TqH7sWflQpbbkg6fVY5UytSFVq6XeCmwptrCSu98Vk4BFbl9SQDXLfephTglG/yX/mCnmUcqtMzlg8KJPQ3VgRVvpiafFz5/WM7b18wXK78zIGV+6pPe6i6n/f/wuJYZJcAAAvJSURBVIfaEBeP98pKvqnGgfuG7tHBR+nJVX7pc9E55Ocq4/L7CE6edl1L1m0qgJ9bvppWpHqm2l5VVtQbHf8vcFV6ALj+AE6+nfpMnM4hf/ZeT4+T8gMdp+cun4txz2OljnUfT32rqnwpzwVn8m2ZrhXrn6rypetdv+WdbSjytMSYruN0Dd1H9FMvH6lP+b1HH+xWB1XVK1XPXM9Mje80pm959y3tsp1Ob/J7jHWPnotgT50yANwYA5wqGjlLnRa5umrlQAqK3o0rp4r7qADJiVXoVWBU0LzVrGNVYHWsfo9z6jwdOkaFTfvrXAoCaj3FbRHiVPiVLqVD1xLQyHG9AHarNFUw9Zunw2FWoKi/Oo/O6du9gAiY0kpBadI9+XV1Tm+h6hxqNWkoywufnpXOr97P+Kyqnr9+FwCnrUWlq8lcH11Pzx+Aqw9w6RCq9hf8q4WrfFH+dfNFn5NYB+B0HZ1D/qV/y4dUZmIvqq7p55Q/yR9jT0i3+1EZi/fi5VXXVFq9l11/vdLRdAPda9o4UNq8R1gVk/bRc9G19Qz0u/dw+73L/xQ3dC0foq56Dirz6Xb1psSYU3coahBDfZMIcBqWrsonPVP5jfwjxk/5jueTD2M6aOkYnU/b1JBXrFX+CHqqypf8xX1CcVR/5UfeG+V52618CahUTr1Xy9Oqc2m7zuXDkPEcSkfqh/Jp7eNgl5Z777H0uqCqXql65no26dC/np+eQ5MpAQJkpQWAG2OAU2GqExAVzFXQvLUVgc1bNf5/OWdsJahFIaeNLTFtk9N7wVbhUaGPE/DV45Ruk0Oq8HowUCFPu5p1nIJDnUpT6UoDkCrMmNYU4NSq0bOIrT9BkYORjtW9xZ4upVWBydOqZ6XAoeeQa1HlQDNdnODp6taay+Wj7hmAWwhw3jiJ1g3gBOPRp5S/gqN0iFL+6gDmvuig5OblTxWBfo+9HeqJinms66jS0nn1b6/UIqB0AzjtrwoiApwqqbSXIQKcpzvOqVFjQpWrl4F0+NJhUwAQz6HKsM6Qpp5vWq7bPmhlpq7PquJOnykAVx/g5AcCj271hwOOx6M4zUN+qzzzRqbKh/wvxjztH+Nprnw5xOSGTL1O6hXrHf5SgOvWS+5zh+M+eh4OtV4HxZ4uL6NeB1XVK1XDp9o3ndqj56jt3Xqtcz35SvtyzVME4M4DwEWn7lXxp3PgVHAi2DjA5Yb50rkS3nvkBUVpSNMR5+DFbV54/PoK9Lq2myoTP65XoY4Bygta1TCz36f3PngF5627tNDHNMninJ4mcwp1Xm+FdktXHfNnBsAt9AFVQml+dQO4FJC8VZ76ogAm9UU1GOI+DkYK8Lk5igK+CC06j+DJW/op2PcCuOh3VWUjApwDWuy5lS87mKo8yN/1/3hfKvN+rbrDx73S5c+4id/6fDkArj+AcxCpAjiPx1XxSL7iIxbyWZWJ6CfqfdNxDvbd/FcAo9/kx/LJ6Ce9fCyW46q0pucQ/MTyJ4hUY88h1eOpAC6tg2Td6pWqhTvaN23Ue+OuyeIKv5dBzq8F4IYM4CLsNAW41EGqAK6qQGpfrySqAC7tvo/bFJS9FZWaF7huhdq7pb3XpC7Aee+Cd08rAKnFmPZW5tLlw6BNAS63r0NDk1aZP49+WmUMoVbvH1v0/fhilb/79dPreaUXh57q3I8qT69YmgCcyprKihor3iPsvXZ+X94LFy3tfVwqwAlc45By3fyN9wLA1Qe4XkPW+t0b51VQFMuPD6/myon7U85/Fa/kuz69QDHb65u6ACffSUdbegGcTyHw+C5wiz3P6lnsVe6bAFzVvt7hkS5iA+AmHODkZArMaSt+kACX64HzoQ2Hj34ALu0B7ObEuUKtVpN6Dvz4JgAX50FoSCBWpCpkOm+3FUBNAc7nWeXmoDSZpO0tOXrgBgtw7ovdhgd7VTB1e+D8FRlKl/I/9f+q+1HaVNbjXMq6AOc9Eao4VaHFcunDPrkFRk0XcMSh0lzDxCdyN2mAqMLtljYArvs8qggsqT8pT92fqqDIX9vkIz7dhmR7la90KLwuwHlj349vAnBxm+qy2IDweNpt1WoTgPPGUW6oVVM0cvNCq8zzp1fdDsCNMMAJpHw4JnUaOYAXvKUAXG4OnIBHlY93FfcDcL7SJgUYfw1KVYHUcRqGUSURhweaAJwHIxVo75mIz1Tb0iCk63oAaQJwKoBVcKBJrbqPtGWmZ6B7TFd4CVrrLFoB4JoBnANO2lDp5Yvp8FA6p9F9z+f56HwakhLI6N/yP/lhrGCregiV7z53rinAeU+EGiu6z9TflA49p7Sir3vvuYncuVee6DnI31XmU4jTudP79us2mScKwC2G/vR5K27Ll+KrKnJxMvVfxatcoyPO+erWwx1hxIcbuwGcvx0gfeVJE4DzkSr5d+x59pju79xMY73H3iYAp+eqfXOrvhW7q3rddY/pNAHNwdZ9s4hhjAHOWxEqiL6SxiFJgbLbnK26AOcr5VSBqBLQNXTu2BPQD8D5RE05qSoxtYz0u68oimlUK1DH+TuBdK9pQWgKcF6gckMMvvzeJ7H7iiwPTE3fq6d9cxWaApQCk9Lh8xl1LeVn7kWQGobo96W0AFz3/d0X5WPquajyxW4Qo7zzYUJfoadzxQnUKkfe8FHLX/unq1B9tbhgz1fKavFPOremCcDFRRgpPKlSk8/5nFJVaEqnl9WmAKfjq6Z2+HCurqV78oUZOn+6Sk9lVPfPa0T6A7i4ol7PW37mK0CV3zG+eJzUdl/trnyKPVbyP+851j6+UjLG3Vz5EhBpu6+iVhzTv3MA57Fe8VDXURrSlw43BTjvwcv5pIOSzwtNy30TgPN5gt5xkpq261zyd1+Nq+eie0xf3Ku8qjM9CoAbcYCL72lS8PXx+1g4c5/S8mO8UojvgcudXz1COrcKbVzNGt8Dl25LnTK3zd+9JYdVAVLvgLcKPY3R1NORGxKI7+vJbU8rPz931bCZtvs7wVTwVMF7EGn6aTJVTLl3A8XWqPLMn68AMvc5NFXk/b6UdlwBzt871fQ9cFUvAu3li71eEqpjdLwgJq5krvI3pSX6p9IX/V3nqLpmVXrie+DSyqoKwtTDrkaZYohM//ae6br3nk5RqCpbOo+/c07PSo2b3L6qzJvOmQPgqv1a8UXPW3mbjtjEd4oqXum5574GoBimffS7vzct5l1V+VLvmwOSwDz1qVys1/Vzq/x7xfTUT70nr6onNy33uofc+0XrmPxaAFg1BUdp8LxQOdO54wiQl8X4mh8AbgwBToUwN/kSGz678aYfKltZF7fedM11fZ9DLbXLLl9z9v9NQW7cAE69RvjW8Jp6cmT9Hq+ejIsuekVry7tuXrCACICrB3DeIKxrvir0hq034b9LsHfal5GqFnvUsW9dd0Xr1a9Z1XrXLT/SV6wH4AA4bMD2nRs2tqamplrfc/3bGx/7xu+4tn3s5hu3AXAA3EiYQEAA9u1XX9P42O992zva/i6IS1eAA3AA3LCbnuUFF17Y2vCW7+urnviaCy5ovfWGG/uO9QDciA2hYqNhGlpq+kF6df9reGOp34Qc1yFUbHhNPivfbfraGw0zDbrSmuQh1Lrf8FReLef3N8c91qdTjeq+aWAQi3YAOAAOGyMD4LBJNgAOwwA4AA6jgAJwGAAHwGHUDwiAwyigABwGwAFwGPUDAIdhAByGAXAYBsABcBgFFIDDADgADqN+QAAcRgEF4DAADoDDqB8AOAwD4DAMgMMwAA6AwyigABwGwAFwGPUDAuAwCigAhwFwABxG/QDAYRgAh2EAHIYBcAAcRgEF4DAADoDDqB8QAIdRQAE4DIAD4DDqBwAOwwA4DAPgMAyAA+AwCigAhwFwABxG/YAAOIwCCsBhABwAh1E/AHAYBsBhGABHvmIAHACHUUABOAyAA+Aw6gcEwGEUUAAOA+AAOIz6AYDDMAAOwwA4AA4D4EZECjwYtlSbuuiiY6Pk92VAOUW+YYOyyy5f8w/jVC+sXPmq/yBfsUmtH0ZF/w/zEve6UwRv6AAAAABJRU5ErkJggg==)

WebDriver Architecture Diagram

Let’s understand above diagram in details:

1. SearchContext is a top most interface which has only two methods names findElement() and findElements(). These methods will be abstract as SearchContext is an interface.
2. WebDriver is also an interface which extends SearchContext. WebDriver has many abstract methods like get(String url), close(), quit() , getWindowHandle etc. WebDriver has nested interfaces names Window, Navigation, Timeouts etc. These nested interfaces are used to perform/group specific operation like getPosition(), back(), forward() etc.
3. RemoteWebDriver is a fully implemented class which implements Webdriver, JavascriptExecutor and TakesScreenshot. Fully implemented class means it defined body for all inherited methods.
4. Then we have browser specific driver classes like ChromeDriver(), EdgeDriver(), FirefoxDriver() etc

Interface **WebDriver** inherits from interface**[SearchContext](https://seleniumhq.github.io/selenium/docs/api/java/org/openqa/selenium/SearchContext.html)**

All Known Implementing Classes: [**ChromeDriver**](https://seleniumhq.github.io/selenium/docs/api/java/org/openqa/selenium/chrome/ChromeDriver.html)**,** [**EdgeDriver**](https://seleniumhq.github.io/selenium/docs/api/java/org/openqa/selenium/edge/EdgeDriver.html)**,** [**EventFiringWebDriver**](https://seleniumhq.github.io/selenium/docs/api/java/org/openqa/selenium/support/events/EventFiringWebDriver.html)**,** [**FirefoxDriver**](https://seleniumhq.github.io/selenium/docs/api/java/org/openqa/selenium/firefox/FirefoxDriver.html)**,** [**InternetExplorerDriver**](https://seleniumhq.github.io/selenium/docs/api/java/org/openqa/selenium/ie/InternetExplorerDriver.html)**,** [**OperaDriver**](https://seleniumhq.github.io/selenium/docs/api/java/org/openqa/selenium/opera/OperaDriver.html)**,** [**RemoteWebDriver**](https://seleniumhq.github.io/selenium/docs/api/java/org/openqa/selenium/remote/RemoteWebDriver.html)**,****[SafariDriver](https://seleniumhq.github.io/selenium/docs/api/java/org/openqa/selenium/safari/SafariDriver.html)**

The main interface to use for testing, which represents an idealised web browser. The methods in this interface fall into three categories:

1. Control of the browser itself
2. Selection of WebElements
3. Debugging aids

**Nested class summary**

* static interface - WebDriver.ImeHandler : An interface for managing input methods.
* static interface - WebDriver.Navigation :
* static interface - WebDriver.Options : An interface for managing stuff you would do in a browser menu
* static interface - WebDriver.TargetLocator : Used to locate a given frame or window.
* static interface - WebDriver.Timeouts : An interface for managing timeout behavior for WebDriver instances.
* static interface - WebDriver.Window

**Method details –**

**Get - void get(java.lang.String url)** - Load a new web page in the current browser window. This is done using an HTTP GET operation, and the method will block until the load is complete. This will follow redirects issued either by the server or as a meta-redirect from within the returned HTML. Should a meta-redirect "rest" for any duration of time, it is best to wait until this timeout is over, since should the underlying page change whilst your test is executing the results of future calls against this interface will be against the freshly loaded page. Synonym for WebDriver.Navigation.to(String).

Parameters: url - The URL to load. It is best to use a fully qualified URL

**getCurrentUrl - java.lang.String getCurrentUrl() :** Get a string representing the current URL that the browser is looking at.

Returns: The URL of the page currently loaded in the browser

**getTitle - java.lang.String getTitle()** : The title of the current page.

Returns: The title of the current page, with leading and trailing whitespace stripped, or null if one is not already set

**findElements - java.util.List<WebElement> findElements(By by) :** Find all elements within the current page using the given mechanism. This method is affected by the 'implicit wait' times in force at the time of execution. When implicitly waiting, this method will return as soon as there are more than 0 items in the found collection, or will return an empty list if the timeout is reached.

Specified by: findElements in interface SearchContext

Parameters: by - The locating mechanism to use

Returns: A list of all WebElements, or an empty list if nothing matches

**findElement - WebElement findElement(By by) :** Find the first WebElement using the given method. This method is affected by the 'implicit wait' times in force at the time of execution. The findElement(..) invocation will return a matching row, or try again repeatedly until the configured timeout is reached. findElement should not be used to look for non-present elements, use findElements(By) and assert zero length response instead.

Specified by: findElement in interface SearchContext

Parameters: by - The locating mechanism

Returns: The first matching element on the current page

Throws: NoSuchElementException - If no matching elements are found

**getPageSource - java.lang.String getPageSource()** - Get the source of the last loaded page. If the page has been modified after loading (for example, by Javascript) there is no guarantee that the returned text is that of the modified page. Please consult the documentation of the particular driver being used to determine whether the returned text reflects the current state of the page or the text last sent by the web server. The page source returned is a representation of the underlying DOM: do not expect it to be formatted or escaped in the same way as the response sent from the web server. Think of it as an artist's impression.

Returns: The source of the current page

**Close - void close()** - Close the current window, quitting the browser if it's the last window currently open.

**Quit - void quit() :** Quits this driver, closing every associated window.

**getWindowHandles - java.util.Set<java.lang.String> getWindowHandles() :** Return a set of window handles which can be used to iterate over all open windows of this WebDriver instance by passing them to switchTo().WebDriver.Options.window()

Returns: A set of window handles which can be used to iterate over all open windows.

**getWindowHandle - java.lang.String getWindowHandle() :** Return an opaque handle to this window that uniquely identifies it within this driver instance. This can be used to switch to this window at a later date

Returns: the current window handle

**switchTo - WebDriver.TargetLocator switchTo() :** Send future commands to a different frame or window.

Returns: A TargetLocator which can be used to select a frame or window

**Navigate - WebDriver.Navigation navigate() :** An abstraction allowing the driver to access the browser's history and to navigate to a given URL.

Returns: A WebDriver.Navigation that allows the selection of what to do next

**Manage - WebDriver.Options manage()** : Gets the Option interface

Returns: An option interface

### 

## What is WebElement interface hierarchy?
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Represents an HTML element. Generally, all interesting operations to do with interacting with a page will be performed through this interface.

1. WebElement is an interface which extends SearchContext and TakesScreenshot interfaces. It has many useful abstarct methids like click(), sendKeys(), isSelected() etc.
2. RemoteWebELement is a fully implemented class as it implements WebElement interface. In fact, findElement() and findElements() of SearchContext interface have been defined properly in this class only.
3. When we search for some element using findElement or findElements() method, a type of RemoteWebElement class is up casted to WebElement. And when we perform any action on webelement like click(), method defined in RemoteWebElemnt class will be executed because of overriding concept.

Interface **WebElement** implements **SearchContext, TakesScreenshot. RemoteWebElement** classimplements **WebElement** interface

**Method in WebElement interface**

**Click** - **void click()** - Click this element. If this causes a new page to load, you should discard all references to this element and any further operations performed on this element will throw a StaleElementReferenceException. Note that if click() is done by sending a native event (which is the default on most browsers/platforms) then the method will \_not\_ wait for the next page to load and the caller should verify that themselves. There are some preconditions for an element to be clicked. The element must be visible and it must have a height and width greater then 0.

Throws: **StaleElementReferenceException** - If the element no longer exists as initially defined

**Submit - void submit() -**  If this current element is a form, or an element within a form, then this will be submitted to the remote server. If this causes the current page to change, then this method will block until the new page is loaded.

Throws: **NoSuchElementException** - If the given element is not within a form

**sendKeys - void sendKeys(java.lang.CharSequence... keysToSend) -**  Use this method to simulate typing into an element, which may set its value.

Parameters: keysToSend - character sequence to send to the element

Throws: java.lang.IllegalArgumentException - if keysToSend is null

**Clear - void clear() -**  If this element is a text entry element, this will clear the value. Has no effect on other elements. Text entry elements are INPUT and TEXTAREA elements. Note that the events fired by this event may not be as you'd expect. In particular, we don't fire any keyboard or mouse events. If you want to ensure keyboard events are fired, consider using something like sendKeys(CharSequence...) with the backspace key. To ensure you get a change event, consider following with a call to sendKeys(CharSequence...) with the tab key.

**getTagName - java.lang.String getTagName() -** Get the tag name of this element. Not the value of the name attribute: will return "input" for the element <input name="foo" />.

Returns: The tag name of this element.

**getAttribute - java.lang.String getAttribute(java.lang.String name) -** Get the value of the given attribute of the element. Will return the current value, even if this has been modified after the page has been loaded. More exactly, this method will return the value of the property with the given name, if it exists. If it does not, then the value of the attribute with the given name is returned. If neither exists, null is returned. The "style" attribute is converted as best can be to a text representation with a trailing semi-colon. The following are deemed to be "boolean" attributes, and will return either "true" or null:

**isSelected - boolean isSelected() -**  Determine whether or not this element is selected or not. This operation only applies to input elements such as checkboxes, options in a select and radio buttons. For more information on which elements this method supports, refer to the specification.

Returns: True if the element is currently selected or checked, false otherwise.

**isEnabled - boolean isEnabled() -**  Is the element currently enabled or not? This will generally return true for everything but disabled input elements.

Returns: True if the element is enabled, false otherwise.

**getText - java.lang.String getText() -** Get the visible (i.e. not hidden by CSS) text of this element, including sub-elements.

Returns: The visible text of this element.

See Also: "Get Element Text" section in W3C WebDriver Specification

**findElements - java.util.List<WebElement> findElements(By by) -** Find all elements within the current context using the given mechanism. When using xpath be aware that webdriver follows standard conventions: a search prefixed with "//" will search the entire document, not just the children of this current node. Use ".//" to limit your search to the children of this WebElement. This method is affected by the 'implicit wait' times in force at the time of execution. When implicitly waiting, this method will return as soon as there are more than 0 items in the found collection, or will return an empty list if the timeout is reached.

Specified by: findElements in interface SearchContext

Parameters: by - The locating mechanism to use

Returns: A list of all WebElements, or an empty list if nothing matches.

**findElement - WebElement findElement(By by) -** Find the first WebElement using the given method. See the note in findElements(By) about finding via XPath. This method is affected by the 'implicit wait' times in force at the time of execution. The findElement(..) invocation will return a matching row, or try again repeatedly until the configured timeout is reached. findElement should not be used to look for non-present elements, use findElements(By) and assert zero length response instead.

Specified by: findElement in interface SearchContext

Parameters: by - The locating mechanism

Returns: The first matching element on the current context.

Throws: NoSuchElementException - If no matching elements are found

**isDisplayed - boolean isDisplayed() -** Is this element displayed or not? This method avoids the problem of having to parse an element's "style" attribute.

Returns: Whether or not the element is displayed

**getLocation - Point getLocation() -** Where on the page is the top left-hand corner of the rendered element?

Returns: A point, containing the location of the top left-hand corner of the element

**getSize - Dimension getSize() -** What is the width and height of the rendered element?

Returns: The size of the element on the page.

**getRect - Rectangle getRect() -**  Returns: The location and size of the rendered element

**getCssValue - java.lang.String getCssValue(java.lang.String propertyName) -** Get the value of a given CSS property. Color values should be returned as rgba strings, so, for example if the "background-color" property is set as "green" in the HTML source, the returned value will be "rgba(0, 255, 0, 1)". Note that shorthand CSS properties (e.g. background, font, border, border-top, margin, margin-top, padding, padding-top, list-style, outline, pause, cue) are not returned, in accordance with the DOM CSS2 specification - you should directly access the longhand properties (e.g. background-color) to access the desired values.

Parameters: propertyName - the css property name of the element

Returns: The current, computed value of the property.

## Why did you select Selenium WebDriver for front end automation of your application? OR What factors you will take into consideration before deciding a tool to automate front end of your application?

* Do you have the necessary skilled resource to allocate for automation tasks?
* Is the current tool version stable? Is the vendor company established with good customer support as well as online help resources and user manual?
* How is the tool learning curve? Is the learning time acceptable for your goals?
* Which testing types does it support? A tool which supports maximum testing types (Unit, functional, regression etc.) is always a better choice.

Warning – Don’t go for a tool just because it is supporting all testing types. It’s also important that the tool should be powerful enough to automate your complex requirements.

* How easy is it to provide input test data for complex or load tests? A tool supporting test data input from various data files such as Excel, XML, text file etc. would be a big relief for the automation the testers.

## How to assert title of the web page?

Steps to assert title of a web page -

1. Store expected page title in a String variable

String expectedTitle = "My Title";

1. Create a browser session
2. Load application under test
3. Get the title of page using method "driver.getTitle()" and store it in String variable

String actualTitle = driver.getTitle();

1. Apply the Assertion like below

Assert.assertTrue(actualTitle.equalsIgnoreCase(expectedTitle),"Page

title name not matched");

or something like this in Java

if(driver.getTitle().contains(expectedTitle))

//Pass

System.out.println("Page title contains \"some expected text");

else

//Fail

System.out.println("Page title doesn't contains”+ expectedTitle);

## How to capture screen-shot in Selenium WebDriver ?

//code to take and save screenshot as image

File screenshotFile = ((TakesScreenshot)driver).getScreenshotAs(OutputType.FILE);

//Location to save Image locally

File DestFile = new FIle("C:\\screenshot.png")

//Code to copy file to local drive

FileUtils.copyFile(screenshotFile, DestFile);

Working Example –

System.setProperty("webdriver.gecko.driver","path of geckodriver.exe");

WebDriver driver = new FirefoxDriver();

driver.get("https://www.google.co.in");

File screenshotFile = ((TakesScreenshot)driver).getScreenshotAs(OutputType.FILE);

File DestFile = new FIle("C:\\screenshot.png")

FileUtils.copyFile(screenshotFile, DestFile));

## What are the limitations of Selenium WebDriver?

* Selenium needs very much expertise resources. The resource should also be very well versed in framework architecture.
* Selenium only supports web based application and does not support windows based application.
* It is difficult to test Image based application.
* Selenium need outside support for report generation activity like dependence on TestNG or Jenkins or Cucumber Report.
* Selenium does not support built in add-ins support.
* Selenium user lacks online support for the problems they face.
* Selenium does not provide any built in IDE for script generation and it need other IDE like Eclipse or IntelliJ IDEA for writing scripts.
* Selenium does not support file upload facility.
* Selenium partially supports for Dialog boxes.

## What is the super interface of WebDriver?

SearchContext

## Is WebDriver a class or interface?

WebDriver is an interface.

## Is FirefoxDriver a class or interface?

FirefoxDriver is a class which implements WebDriver interface.

## What is the use of JavaScriptExecutor? Or What is JavascriptExecutor and in which case JavascriptExecutor will help in Selenium automation?

JavaScriptExecutor is an interface which provides a mechanism to execute Javascript through the Selenium WebDriver. It provides “**executescript**” and “**executeAsyncScript**” methods, to run JavaScript in the context of the currently selected frame or window. An example of that is:

JavascriptExecutor js = (JavascriptExecutor) driver;

js.executeScript(Script,Arguments);

**Generate Alert Pop Window**

JavascriptExecutor js = (JavascriptExecutor)driver;

Js.executeScript("alert('hello world');");

**Click Action**

JavascriptExecutor js = (JavascriptExecutor)driver;

js.executeScript("arguments[0].click();", element);

**Refresh Browser**

JavascriptExecutor js = (JavascriptExecutor)driver;

driver.executeScript("history.go(0)");

**Get InnerText of a Webpage**

JavascriptExecutor js = (JavascriptExecutor)driver;

string sText = js.executeScript("return document.documentElement.innerText;").toString();

**Get Title of a WebPage**

JavascriptExecutor js = (JavascriptExecutor)driver;

string sText = js.executeScript("return document.title;").toString();

**Scroll Page**

JavascriptExecutor js = (JavascriptExecutor)driver;

//Vertical scroll - down by 150 pixels

js.executeScript("window.scrollBy(0,150)");

## How PageFactory helps you in achieving Page Object Model design?

Page Object is a class that represents a web page and hold the functionality and members. Page Factory is a way to initialize the web elements you want to interact with within the page object when you create an instance of it.

## What are the types of waits available in Selenium WebDriver? Or Explain usage of each type of waits with scenarios Or How many wait commands are in Selenium WebDriver

In Selenium we could see three types of waits such as Implicit Waits, Explicit Waits and Fluent Waits.

**Implicit Waits**

Once you set implicit wait, it will be applicable for all findElemnt() and findElements() method. There is no need to write implicit wait code again and again.

1. If we set implicit wait as 30 seconds, It will be applicable to all web element to be located by WebDriver.
2. When searching for a single element, the driver should poll the page until the element has been found, or this timeout expires before throwing NoSuchElementException. When searching for multiple elements, the driver should poll the page until at least one element has been found or this timeout has expired.
3. If you write implicit wait statement multiple times, time specified in latest implicit wait statement will be applicable. For example: You specify implicit wait as 30 seconds at line no 5 and another implicit wait as 60 seconds at line no 10, then implicit wait as 30 seconds will be applicable from line no 6-9 and implicit wait for 60 seconds will be applicable from line no 11 onward.
4. Selenium WebDriver does not provide any direct getter method to retrieve implicit wait time. But you can create your own methods to retrieve it.
5. It is good practice to define implicit wait in the beginning of the program when we create WebDriver reference variable.
6. The default setting is Zero. Once set, the implicit wait is set for the life of the WebDriver object instance.
7. Increasing the implicit wait timeout should be used judiciously as it will have an adverse effect on test run time, especially when used with slower location strategies like XPath.
8. If you use the implicit wait in selenium it applies to the web driver globally and increases the execution time for the entire script. so it is not always advisable.
9. You can not wait till some specific condition is satisfied like invisibility of element, when alert is present etc.

//syntax

driver.manage().timeouts().implicitlyWait(100, TimeUnit.**SECONDS**);

driver.manage().window().maximize();

// Loading a URL

driver.get(**"https://www.redbus.in/"**);

// Locating and typing in From text box.

WebElement fromTextBox= driver.findElement(By.id(**"src"**));

fromTextBox.sendKeys(**"Ban"**);

// setting implicit time

driver.manage().timeouts().implicitlyWait(30, TimeUnit.**SECONDS**);

System.**out**.println(**"Wait starts:"**+**new** Date());

System.**out**.println(**"Typed Ban"**);

// Clicking on first search result

driver.findElement(By.xpath(**"//li[@select-id='results[0]']"**)).click();

System.**out**.println(**"Selected Bangalore"**);

System.**out**.println(**"Wait ends:"**+**new** Date());

//Closing browser

driver.quit();

System.**out**.println(**"browser closed"**);

**Explicit Waits -** Explicit waits are confined to a particular web element. Explicit Wait is code you define to wait for a certain condition to occur before proceeding further in the code.

Explicit wait is of two types:

1. WebDriverWait
2. FluentWait

The following are the Expected Conditions that can be used in Explicit Wait

1. alertIsPresent()
2. elementSelectionStateToBe()
3. elementToBeClickable()
4. elementToBeSelected()
5. frameToBeAvaliableAndSwitchToIt()
6. invisibilityOfTheElementLocated()
7. invisibilityOfElementWithText()
8. presenceOfAllElementsLocatedBy()
9. presenceOfElementLocated()
10. textToBePresentInElement()
11. textToBePresentInElementLocated()
12. textToBePresentInElementValue()
13. titleIs()
14. titleContains()
15. visibilityOf()
16. visibilityOfAllElements()
17. visibilityOfAllElementsLocatedBy()
18. visibilityOfElementLocated()

**Fluent Waits -** FluentWait can define the maximum amount of time to wait for a specific condition and frequency with which to check the condition before throwing an “*ElementNotVisibleException*” exception. To say in effortless manner, it tries to find the web element repeatedly at regular intervals of time until the timeout or till the object gets found.

Wait wait = new FluentWait<WebDriver>(driver)

.withTimeout(45, TimeUnit.SECONDS)

.pollingevery(5, TimeUnit.SECONDS)

.ignoring(NoSuchElementException.class);

## How to input text in the text box using Selenium WebDriver? Or How to type into a text box using Selenium?

By using sendKeys() method

WebDriver driver = new FirefoxDriver();

driver.get("https://www.gmail.com");

driver.findElement(By.xpath("xpath")).sendKeys("Software Testing Material Website");

## How to input text in the text box without calling the sendKeys()?

// To initialize js object

JavascriptExecutor JS = (JavascriptExecutor)webdriver;

// To enter username

JS.executeScript("document.getElementById('User').value='Selenium Interview'");

// To enter password

JS.executeScript("document.getElementById('Pass').value=selenium");

## How to clear the text in the text box using Selenium WebDriver?

By using clear() method

WebDriver driver = new FirefoxDriver();

driver.get("https://www.gmail.com");

driver.findElement(By.xpath("xpath\_of\_element1")).sendKeys("Selenium Interview");

driver.findElement(By.xpath("xpath\_of\_element1")).clear();

## How to get a text of a web element? Or How can we get a text from a web element using Selenium? Or Which method can be used to get the text of an element?

By using getText() method, we can get text from an web element. Example code -

**import** org.openqa.selenium.By;

**import** org.openqa.selenium.WebDriver;

**import** org.openqa.selenium.chrome.ChromeDriver;

**public class** getTextExample {

**public static void** main(String args[]) {

System.*setProperty*(**"webdriver.chrome.driver"**, **"path of chromeDriver\\chromedriver.exe"**);

WebDriver driver = **new** ChromeDriver();

driver.get(**"https://www.google.com"**);

String availableText = driver.findElement(By.*xpath*(**"//\*[@id='gbw']/div/div/div[1]/div[1]/a"**)).getText();

System.***out***.println(**"Text Available is :"** + availableText);

}

}

## How to get an attribute value using Selenium WebDriver?

By using getAttribute(value); It returns the value of the attribute passed as a

parameter.

HTML: <input name="Selenium" value="Selenium">Selenium Interview</input>

String attributeValue = driver.findElement(By.name("Selenium")).getAttribute("value");

System.out.println("Available attribute value is :"+attributeValue);

Output: Selenium

## How to click on a hyperlink using Selenium WebDriver? Or How to click on a hyperlink using Selenium WebDriver?

We use click() method in Selenium to click on the hyperlink

//Link Text is target hyperlink text

driver.findElement(By.linkText(“Link Text”)).click();

## How to submit a form using Selenium WebDriver?

We use “submit” method on element to submit a form

driver.findElement(By.id("form1")).submit();

Alternatively, you can use click method on the element which does form submission

## How to press ENTER key on text box In Selenium WebDriver?

To press ENTER key using Selenium WebDriver, We need to use Selenium Enum Keys with its constant ENTER.

driver.findElement(By.xpath("xpath")).sendKeys(Keys.ENTER);

## How do you select the drivers to launch a URL?

Selenium provides browser implementation class for every browser available in market. In order to launch your target browser, you should create object of corresponding browser class. E.g.

// to launch Firefox browser, similar way you can launch Chrome, IE etc

WebDriver driver = new FirefoxDriver();

// Loading a URL

driver.get("https://www.google.co.in/");

## How to check which check-box from multiple check-box options is selected previously using Selenium?

Selenium provides **isSelected()** method, when executed on checkbox web element, it returns true if checkbox is selected else returns false.

WebElement els = driver.findElements(By.id("input1"));

System.out.println(el.isSelected());

## What is the return type of isSelected() method in Selenium?

isSelected() method returns Boolean value.

## How to fetch the current page URL in Selenium?

To fetch the current page URL, we use *getCurrentURL()*

driver.getCurrentUrl();

## How can we maximize browser window in Selenium?

To maximize browser window in selenium we use *maximize()* method. This method maximizes the current window if it is not already maximized

driver.manage().window().maximize();

## How to delete cookies in Selenium?

Selenium provides 3 ways to delete cookies

1. Using cookie Name, e.g.

driver.manage().deleteCookieNamed("CookieName");

1. Delete a particular Cookie, e.g.

driver.manage().deleteCookie(loadedCookie);

1. Delete all cookies, e.g.

driver.manage().deleteAllCookies();

## What are the ways to refresh a browser using Selenium WebDriver?

There are multiple ways to refresh a page in selenium

* Using driver.navigate().refresh() command
* Using driver.get(“URL”) on the current URL or using driver.getCurrentUrl()
* Using driver.navigate().to(“URL”) on the current URL or driver.navigate().to(driver.getCurrentUrl());
* Using sendKeys(Keys.F5) on any textbox on the webpage

## What is the difference between driver.getWindowHandle() and driver.getWindowHandles() in Selenium WebDriver?

**driver.getWindowHandle()** – It returns a handle of the current page (a unique identifier)

**driver.getWindowHandles()** – It returns a set of handles of the all the pages available.

## What is the difference between driver.close() and driver.quit() methods?

Purpose of these two methods (driver.close and driver.quit) is almost same. Both allow us to close a browser but still, there is a difference.

**driver.close()***:* To close current WebDriver instance

**driver.quit()***:* To close all the opened WebDriver instances

## What happens if we run this command driver.get(“www.google.com”); ?

This command loads url www.google.com website in browser.

## What is an alternative to driver.get() method to open a URL using Selenium WebDriver?

Selenium provides navigate interface which exposes the ability to open URL in browser. driver.navigate().to() is used to navigate to particular URL and does not wait to page load. It maintains browser history or cookies to navigate back or forward. E.g.

driver.navigate().to(“www.google.co.in”);

## What is the difference between driver.get(“URL”) and driver.navigate().to(“URL”) commands?

driver.get(url) and navigate().to(url) both are used to go to particular web page. The key difference is that

**driver.get(url)**: It does not maintain the browser history and cookies and wait till page fully loaded.

**driver.navigate().to(url)**:It is also used to go to particular web page. It maintains browser history and cookies and does not page fully loaded and have navigation between the pages back, forward and refresh.

## Can I navigate back and forth in a browser using Selenium WebDriver?

Yes, Selenium provides navigate interface which provides ability to move back & forth in a browser’s history. E.g.

driver.navigate().forward(); **//Performs back operation on browser**

driver.navigate().back();**//Performs forward operation on browser**

## What is the difference between driver.findElement() and driver.findElements() commands? Or How do you use findElement() and findElements()? Or its return type and few examples of where you have used in Selenium Projects?

|  |  |
| --- | --- |
| **findElement()** | **findElements()** |
| 1. Returns a single WebElement (found first) based on the locator passed as parameter. 2. Syntax of findElement() :   WebElement textbox = driver.findElement(By.id(“Locator”)); 3. if no element is found then findElement() throws NoSuchElementException 4. This command is used to identify single object. | 1. Returns a list of WebElements, all satisfying the locator value passed. 2. Syntax of findElements() :  List<WebElement> elements = element.findElements(By.id(“id1”)); 3. findElements() returns a list of 0 elements 4. This command is used when you want to fetch multiple objects from webpage. |

## How to select a value in a dropdown? How to handle a drop-down field and select a value from it using Selenium?

By using *Select* class

WebElement mySelectElement = driver.findElement(By.name("dropdown"));

Select dropdown = new Select(mySelectElement);

dropdown.selectByVisibleText(Text);

dropdown.selectByIndex(Index);

dropdown.selectByValue(Value);

## How to handle Ajax calls in Selenium WebDriver?

Handling AJAX calls is one of the common issues when using Selenium WebDriver. We wouldn’t know when the AJAX call would get completed and the page has been updated. In this post, we see how to handle AJAX calls using Selenium.

AJAX stands for Asynchronous JavaScript and XML. AJAX allows the web page to retrieve small amounts of data from the server without reloading the entire page. AJAX sends HTTP requests from the client to server and then process the server’s response without reloading the entire page. To handle AJAX controls, wait commands may not work. It’s just because the actual page is not going to refresh.

When you click on a submit button, the required information may appear on the web page without refreshing the browser. Sometimes it may load in a second and sometimes it may take longer. We have no control over loading time. The best approach to handle this kind of situations in selenium is to use dynamic waits (i.e. WebDriverWait in combination with ExpectedCondition)

Some of the methods which are available are as follows:

**titleIs()** – The expected condition waits for a page with a specific title.

wait.until(ExpectedConditions.titleIs(“Deal of the Day”));

**elementToBeClickable()** – The expected condition waits for an element to be clickable i.e. it should be present/displayed/visible on the screen as well as enabled.

wait.until(ExpectedConditions.elementToBeClickable(By.xpath("xpath")));

**alertIsPresent()** – The expected condition waits for an alert box to appear.

wait.until(ExpectedConditions.alertIsPresent()) !=null);

**textToBePresentInElement()** – The expected condition waits for an element having a certain string pattern.

wait.until(ExpectedConditions.textToBePresentInElement(By.id(“title’”), “text to be found”));

## What are the advantages of Page Object Model Framework?

**Code reusability** – We could achieve code reusability by writing the code once and use it in different tests.

**Code maintainability** – There is a clean separation between test code and page specific code such as locators and layout which becomes very easy to maintain code. Code changes only on Page Object Classes when a UI change occurs. It enhances test maintenance and reduces code duplication.

**Object Repository** – Each page will be defined as a java class. All the fields in the page will be defined in an interface as members. The class will then implement the interface.

**Readability** – Improves readability due to clean separation between test code and page specific code

## How can you use the Recovery Scenario in Selenium WebDriver?

WebDriver does not provide recovery scenario capability, we need to depend on implementation language handle error scenario. In case of Java, we use “try - catch” block to handle unexpected error & resume uninterrupted execution of test scripts. E.g.

try {

driver.get("www.SoftwareTestingMaterial.com");

}catch(Exception e){

System.out.println(e.getMessage());

}

## What is desired capabilities?

The desired capability is a series of key/value pairs that stores the browser properties like browsername, browser version, the path of the browser driver in the system, etc. to determine the behaviour of the browser at run time.

* Desired capability can also be used to configure the driver instance of Selenium WebDriver.
* We can configure driver instance like FirefoxDriver, ChromeDriver, InternetExplorerDriver by using desired capabilities.

Desired Capabilities are more useful in cases like:

* In mobile application automation, where the browser properties and the device properties can be set.
* In Selenium grid when we want to run the test cases on a different browser with different operating systems and versions

String path = "src/test/resources/geckodriver";

System.out.println("\*\*\*\*\*\*\*\* " + path);

System.setProperty("webdriver.gecko.driver", path);

DesiredCapabilities capabilities = DesiredCapabilities.firefox();

capabilities.setCapability("marionette", true);

capabilities.setCapability("networkConnectionEnabled", true);

capabilities.setCapability("browserConnectionEnabled", true);

## How to delete Browser Cookies with Selenium WebDriver?

*driver.Manage().Cookies.DeleteAllCookies();*

## Explain the different exceptions in Selenium WebDriver or What are the different types of Exceptions in Selenium? Or What are the different types of exceptions you have faced in Selenium WebDriver?

Exceptions in Selenium are similar to exceptions in other programming languages. The most common exceptions in Selenium are:

The complete list of exceptions in Selenium

1. **ConnectionClosedException:** This exception takes place when there is a disconnection in the driver.
2. **ElementClickInterceptedException:** The command could not be completed as the element receiving the events is concealing the element which was requested clicked.
3. **ElementNotInteractableException:** This Selenium exception is thrown when an element is presented in the DOM but it is impossible to interact with such element.
4. **ElementNotSelectableException:** This Selenium exception is thrown when an element is presented in the DOM but you can be able to select. Hence, it is impossible to interact with.
5. **ElementNotVisibleException:** This type of Selenium exception takes place when existing element in DOM has a feature set as hidden. In this situation, elements are there, but you can not see and interact with the WebDriver.
6. **ErrorHandler.UnknownServerException:** Exception is used as a placeholder if the server returns an error without a stack trace.
7. **ErrorInResponseException:** This exception is thrown when a fault has occurred on the server side. You can see it happens when interacting with the Firefox extension or the remote driver server.
8. **ImeActivationFailedException:** This exception occurs when IME engine activation has failed.
9. **ImeNotAvailableException:** This exception takes place when IME support is unavailable.
10. **InsecureCertificateException:** Navigation made the user agent to hit a certificate warning, which is caused by an invalid or expired TLS certificate.
11. **InvalidArgumentException:** This Selenium exception is thrown if an argument does not belong to the expected type.
12. **InvalidCookieDomainException:** This happens when you try to add a cookie under a different domain rather than the current URL.
13. **InvalidCoordinatesException:** This happens if the coordinates offered to an interacting operation are not valid.
14. **InvalidElementStateException:** This Selenium exception occurs if a command cannot be finished as the element is invalid.
15. **InvalidSessionIdException:** Takes place when the given session ID is not included in the list of active sessions, which means the session does not exist or is inactive either.
16. **InvalidSwitchToTargetException**: Happens if frame or window target to be switched does not exist.
17. **JavascriptException:** This problem happens when executing JavaScript supplied by the user.
18. **JsonException:** Happens when you afford to get the session capabilities where the session is not created.
19. **MoveTargetOutOfBoundsException:** Takes place if the target provided to the ActionChains move() methodology is not valid. For example: out of document.
20. **NoAlertPresentException:** Happens when you switch to no presented alert.
21. **NoSuchAttributeException:** Occurs when the attribute of element could not be found.
22. **NoSuchContextException:** Happens in mobile device testing and is thrown by ContextAware.
23. **NoSuchCookieException:** This exception is thrown if there is no cookie matching with the given path name found amongst the associated cookies of the current browsing context’s active document.
24. **NoSuchElementException:** Happens if an element could not be found.
25. **NoSuchFrameException:** Takes place if frame target to be switch does not exist.
26. **NoSuchWindowException:** Occurs if window target to be switch does not exist.
27. **NotFoundException:** This exception is subclass of WebDriverException. It happens when an element on the DOM does not exist.
28. **RemoteDriverServerException:** This Selenium exception is thrown when server do not respond due to the problem that the capabilities described are not proper.
29. **ScreenshotException:** It is impossible to capture a screen.
30. **ScriptTimeoutException:** Thrown when executeAsyncScript takes more time than the given time limit to return the value.
31. **SessionNotCreatedException:** A new session could not be successfully created.
32. **SessionNotFoundException:** The WebDriver is performing the action right after you quit the browser.
33. **StaleElementReferenceException:** This Selenium exception happens if the web element is detached from the current DOM.
34. **TimeoutException:** Thrown when there is not enough time for a command to be completed.
35. **UnableToCreateProfileException:** You can open a browser with certain options using profiles, but sometimes a new version of Selenium driverserver or browser may not support the profiles.
36. **UnableToSetCookieException:** Occurs if a driver is unable to set a cookie.
37. **UnexpectedAlertPresentException:** This Selenium exception happens when there is the appearance of an unexpected alert.
38. **UnexpectedTagNameException:** Happens if a support class did not get a web element as expected.
39. **UnhandledAlertException:** It happens when there is an alert, but WebDriver is unable to perform Alert operation.
40. **UnknownMethodException:** Thrown when the requested command matching with a known URL but not matching with a methodology for that URL.
41. **UnreachableBrowserException:** This Selenium exception happens if the browser is unable to be opened or have crashed because of some reasons.
42. **UnsupportedCommandException:** Occurs when remote WebDriver does not send valid command as expected.
43. **WebDriverException:** This takes place when the WebDriver is performing the action right after you close the browser

## Write a code to wait for an alert to appear

We can write a code such that we specify the XPath of the web element that needs to be visible on the page and then ask the WebDriver to wait for a specified time. Look at the sample piece of code below:

WebDriverWait wait=new WebDriverWait(driver, 20);

Element = wait.until(ExpectedConditions.visibilityOfElementLocated(By.xpath( “<xpath”))

## How do you handle an alert pop-up in Selenium? Or How can we handle web-based pop up using Selenium?

Alert is a pop up message box which gets displayed by browser to give the user some kind of information or ask for permission to perform certain kind of operation. It can also contain warning message. It supports multiple actions like simple alert (to display warning message), confirmation alert (asking for user to click on OK/Cancel button) and prompt alert (can be used to capture user input).

Selenium library provides an interface called **Alert** to perform operation on pop up message, has following methods –

* accept() : To accept the alert
* dismiss() : To dismiss the alert
* getText() : To get the text of the alert
* sendKeys() : To write some text to the alert

Example code to handle alert –

**//Generate Alert message code**

WebDriver driver = new FirefoxDriver();

driver.manage().window().maximize();

driver.get("https://www.yoururl.com");

driver.findElement(By.id("alertLink")).click();

Alert alert; **//Create instance of alert**

alert=driver.switchTo().alert(); **//switch reference to alert box**

System.out.println(alert.getText()); **//Fetch text from alert box**

alert.accept(); **//perform Ok operation on alert box**

alert.dismiss(); **//perform Cancel operation on alert box**

**//send text to alert box**

driver.switchTo().alert().sendKeys("Selenium");

## What is the purpose of isDisplayed() function in Selenium WebDriver?

isDisplayed() method is used to check the visibility of the web elements. isDisplayed() method verifies whether this element displayed or not? This return true if element is displayed on page and false if element is not on page.

## What is the difference between isDisplayed() and isEnabled() functions in Selenium WebDriver?

isDisplayed() and isEnabled() methods are used to check the visibility of the web elements. These web elements can be buttons, drop boxes, checkboxes, radio buttons, labels etc.

1. isDisplayed() method verifies whether this element displayed or not? This return true if element is displayed on page and false if element is not on page.
2. isEnabled() method verifies if the element is currently enabled or not? This return true if element is enabled and for disabled elements returns false.

Code example –

WebDriver driver = new ChromeDriver();

driver.get("https://google.com";)

**//displays true if element is enabled else false**

System.out.println(driver.findElement(By.id("q")).isEnabled());

**//displays true if element is displayed else false**

System.out.println(driver.findElement(By.id("q")).isDisplayed());

## How do you retrieve the text displayed on an Alert?

We can use getText() method of **Alert** interface to retrieve text from alert. E.g.

* getText() : To get the text of the alert

**//Generate Alert message code**

WebDriver driver = new FirefoxDriver();

driver.manage().window().maximize();

driver.get("https://www.yoururl.com");

driver.findElement(By.id("alertLink")).click();

Alert alert; **//Create instance of alert**

alert=driver.switchTo().alert(); **//switch reference to alert box**

System.out.println(alert.getText()); **//Fetch text & print on console**

## How do you type text into the text box on an Alert?

We can used sendKeys() method available in Alert interface. E.g. –

* sendKeys() : To write some text to the alert

**//Generate Alert message code**

WebDriver driver = new FirefoxDriver();

driver.manage().window().maximize();

driver.get("https://www.yoururl.com");

driver.findElement(By.id("alertLink")).click();

Alert alert; **//Create instance of alert**

alert=driver.switchTo().alert(); **//switch reference to alert box**

**//send text to alert box**

driver.switchTo().alert().sendKeys("Helllo");

## Is Alert in Selenium an Interface or Class?

Alert is an Interface

## What is use of Select class of Selenium WebDriver? What are its limitations? Or How to handle a dropdown in Selenium WebDriver? How to select a value from dropdown? Or How do you select a value from a drop-down field and what are the different methods available?

Questions on dropdown and selecting a value from that dropdown are very common Selenium interview questions because of the technicality involved in writing the code.

WebDriver API provides class Select. Select Class has many methods and function that interacts with Drop Down.

HTML code of a select drop down looks like following -

<select name="Fruits">

<option value="Apple">Apple</option>

<option value=" Orange ">Orange</option>

<option value=" Mango ">Mango</option>

<option value=" Banana ">Banana</option>

</select>

We can do select/deselect operation using following methods -

**Selecting Dropdown Option using Visible Text**: We can select the dropdown option using visible text. For example, we want to select “Mango” in above drop down using selectByVisibleText() method. So the code will look like this

Example code : select.selectByVisibleText("Mango");

**Selecting Dropdown Option using Index**: We can select the dropdown option using an index. But we need to remember that index of any dropdown starts from 0 so if there are 4 options in any dropdown then there would be following index 0, 1, 2, 3

So the index of the first option would be 0 and similarly index of the second option would be 1 and so on and so forth. So if the user wants to select the 2nd option from the dropdown, then he needs to provide the index 1. So the code will look like this

Example code : select.selectByIndex(1);

**Selecting Dropdown Option using Value**: In this, we can select any option, using value attributes value. So if we want to select Banana in provided HTML. In that case, we need to call value of value attribute and that is “Banana”. So the code will look like this.

Example code : select.selectByValue("Banana ");

if we want to validate option selected is correct or not for the same we have one method **getFirstSelectedOption()** and it will return the detail of selected option and to fetch the text we can call method getText(). So the code would look like

**select.getFirstSelectedOption().getText()**

Similarly, the “Select” class has an equal number of methods to deselect the option from the dropdown.

**DeselectAll**: this option is used to deselect all options selected in dropdown. Here is code

select.deselectAll();

**DeselectByVisibleText**: This option is used to deselect selected option using visible text and this can be used like this.

**DeselectByIndex**: This method is used to deselect the selected option using the Index.

**DeselectByValue**: This method is used to deselect the selected dropdown option using the value of the value attribute.

## How to send ALT/SHIFT/CONTROL key in Selenium WebDriver?

When we generally use ALT/SHIFT/CONTROL keys, we hold onto those keys and click other buttons to achieve the special functionality. So it is not enough just to specify **keys.ALT** or **keys.SHIFT** or **keys.CONTROL** functions.

For the purpose of holding onto these keys while subsequent keys are pressed, we need to define two more methods: **keyDown(modifier\_key)** and **keyUp(modifier\_key)**

Parameters: **Modifier\_key (keys.ALT or Keys.SHIFT or Keys.CONTROL)**

Purpose: Performs a modifier key press and does not release the modifier key. Subsequent interactions may assume it’s kept pressed.

Parameters: **Modifier\_key (keys.ALT or Keys.SHIFT or Keys.CONTROL)**

Purpose: Performs a key release.

Hence with a combination of these two methods, we can capture the special function of a particular key.

public static void main(String[] args)

{

String baseUrl = “https://www.facebook.com”;

WebDriver driver = new FirefoxDriver();

driver.get("baseUrl");

WebElement txtUserName = driver.findElement(By.id(“Email”);

Actions builder = new Actions(driver);

Action seriesOfActions = builder

.moveToElement(txtUerName)

.click()

.keyDown(txtUserName, Keys.SHIFT)

.sendKeys(txtUserName, “hello”)

.keyUp(txtUserName, Keys.SHIFT)

.doubleClick(txtUserName);

.contextClick();

.build();

seriesOfActions.perform();

}

## How to set the size of browser window using Selenium?

To resize the current window to a particular dimension, you can use the **setSize()** method. Check out the below piece of code:

System.out.println(driver.manage().window().getSize());

Dimension d = new Dimension(420,600);

driver.manage().window().setSize(d);

To set the window to a particular size, use **window.resizeTo()** method. Check the below piece of code:

((JavascriptExecutor)driver).executeScript("window.resizeTo(1024, 768);");

To witness a demonstration on setting custom sizes for the browser window and finding various elements on the web page, see the video below.

## How to switch to a new window (new tab) which opens up after you click on a link?

If you click on a link in a web page, then for changing the WebDriver’s focus/ reference to the new window we need to use the **switchTo()** command. Look at the below example to switch to a new window:

**driver.switchTo().window();**

Here, ‘windowName’ is the name of the window you want to switch your reference to. In case you do not know the name of the window, then you can use the

**driver.getWindowHandles()** command to get the name of all the windows that were initiated by the WebDriver. Note that it will not return the window names of browser windows which are not initiated by your WebDriver.

Once you have the name of the window, then you can use an enhanced for loop to switch to that window. E.g.

String handle= driver.getWindowHandle();

for (String handle : driver.getWindowHandles())

{

driver.switchTo().window(handle);

}

## How do you upload a file using Selenium WebDriver?

To upload a file we can simply use the command **element.send\_keys(file path).** But there is a prerequisite before we upload the file. We have to use the html tag: **‘input’** and attribute type should be **‘file’**. Take a look at the below example where we are identifying the web element first and then uploading the file.

<input type="file" name="uploaded\_file" size="50" class="pole\_plik">

element = driver.find\_element\_by\_id(”uploaded\_file")

element.send\_keys("C:\test.txt")

## How do you find all clickable links in a page?

public class FindAllLinks {

public static void main(String[] args) {

WebDriver driver = new FirefoxDriver();

driver.get("https://www.example.com");

List allLinks = driver.findElements(By.tagName("a"));

System.out.println("All links on web page: " + allLinks.size() + " links");

for (WebElement link : allLinks) {

//print the links i.e. <https://www.example.com>

System.out.println(link.getAttribute("href"));

//print the links text

System.out.println(link.getText());

}

## Which library you used to read data from excel in Selenium WebDriver scripts?

Apache POI or JXL

## Challenges to run Selenium Scripts with IE Browser

* **Set path to IE executable driver –**

String service = "local path\\drivers\\IEDriverServer.exe";

System.setProperty("webdriver.ie.driver", service);

InternetExplorerDriver driver = new InternetExplorerDriver();

* **Protected Mode Settings -** Exception in thread “main” org.openqa.selenium.remote.SessionNotFoundException: **Unexpected error launching Internet Explorer. Protected Mode settings are not the same for all zones.** Enable Protected Mode must be set to the same value (enabled or disabled) for all zones. (WARNING: The server did not provide any stacktrace information)

Go through the above error, it clearly says that there is some issue with the **Protected Mode Settings** and the Protected Mode Settings are not same for all the zones. To avoid this error we need to set the Protected Mode Settings same for all the Zones.

* **Browser Zoom Level -** If your application is not starting or you are just getting one or multiple InternetExplorerDriver Listening on port window messages or if the below exception is appeared in the Eclipse Console, than your IE browser’s zoom level might be set to something other than 100%. Exception in thread “main” org.openqa.selenium.remote.SessionNotFoundException: Unexpected error launching Internet Explorer. Browser zoom level was set to 125%. It should be set to 100% (WARNING: The server did not provide any stacktrace information)

* **SendKeys Slowness on IE Browser -** This is again a very common issue with IE Browser that the Sendkey works very slow with Selenium script. But again not a rocket science to resolve this issue. Simply replace the current IEDriverServer.exe(if your machine is 64 bit machine) with IEDriverServer.exe of 32 bit

Download *IEDriverServer.exe of 32 bit system* even if the system is *64 bit* machine. Extract the Zip file and place the ***IEDriverServer*** in the same folder where the earlier version of *IEDriverServer* is available. It will replace the old file with new. Run the script again and this time the ***sendsKey()*** would work and the way it works in Chrome and Firefox.

* **Untrusted SSL Certificate** - Internet Explorer is the product of Microsoft and IE is much worried about security and IE is known as the most secured browser. At times using IE Browser with Selenium gives SLL Certificate pop up.

**Solution 1*-*** Add the below script just under the code to open the browser:

driver.navigate().to(“javascript:document.getElementById(‘overrideli

nk’).click()”);

**Solution 2 *-*** Another way of avoiding this error is to use DesiredCapability settings of the browser.

String service = "path of \\IEDriverServer.exe";

System.setProperty("webdriver.ie.driver", service);

// Create the DesiredCapability object of InternetExplorer

DesiredCapabilities capabilities = DesiredCapabilities.internetExplorer();

// Settings to Accept the SSL Certificate in the Capability object

capabilities.setCapability(CapabilityType.ACCEPT\_SSL\_CERTS, true);

### 

## What is Action interface & Actions class

Selenium provides API to Automate the Keyboard Events, Mouse events and drag and drop feature. We can achieve this by using both Action (an Interface) & Actions class. This API is the part of **org.openqa.selenium.interactions** package in Selenium library.

**Actions** class is based on builder design pattern which builds composite actions with the aggregation of Selenium WebDriver, where WebDriver is only used to identify the presence of web elements on web application.

**Action interface** is only used to represent the single user interaction i.e. to perform the series of action items build by Actions class.

Please find the following example using Action & Actions API:

* **Mouse Hovering on Web Element:** WebElement element=driver.findElement(By. Xpath("Locator Value"));  
   Actions actionseries=new Actions(driver);  
   Action action=actionseries.moveToElement(element);  
   action.perform()
* **Drag & Drop Web Element:** Actions actionseries=new Actions(driver);  
   WebElement sourceLocation=Wedriver.findElement(By. Xpath("Source location locator value"));  
   WebElement targetLocation=Wedriver.findElement(By. Xpath("Target location locator value"));  
   Action action=actionseries.dragAndDrop(sourceLocation, targetLocation).build();  
   action.perform();
* **Scrolling the Webpage:** Actions actionseries=new Actions(driver);  
   Action action=actionseries.sendKeys(Keys.PAGE\_DOWN).build();  
   action.perform();

We are using Action and Actions API in our Automation frameworks to automate functional Test Cases that includes above scenarios.

## What are the Challenges you faced in Selenium automation? How did you solve them?

* We faced some difficulties in handling Dynamic elements in our web pages...
* And we faced some problems in Extracting data from some web tables, and Extracting data from dynamic web tables.
* In or AUT (Application Under Test) so many uploading and downloading files scenarios and There Is no any direct command to upload or download files from web page using selenium WebDriver.
* We faced some challenges in handling multiple popup, in our AUT so many Popup windows, we can handle Popup windows using Selenium but in our application, some popup windows were not handled using regular methods
* Bitmap comparison was not supported by Selenium, we manually did this....
* And finally, it is not the challenge, we have spent more time than expected on Selenium Automation due to Framework implementation, no built in object repository, in selenium, and no built in result report facility…

## What are best practices for creating a UI test automation framework?

1. Do not rely only on UI test automation
2. Consider using a BDD framework
3. Always use test design patterns and principles
4. never use Thread.sleep() unless there are specific test requirements
5. Do not run All tests across All target browsers
6. Separate your tests from your test automation framework
7. Make your test automation framework portable
8. Name your tests wisely
9. Use soft assertions if you need to make a list of related checks on the same web page
10. Take screenshots for failed test cases
11. Make tests simpler instead of adding comments
12. Follow the “green tests run” policy
13. Use data-driven instead of repeated tests
14. All tests should be independent

# **Chapter – Junit / TestNG Framework**

TBD

# **Chapter – Cucumber Questions**

## What is difference between scenario and scenario outline

Feature: Calculator

As a user

I want to use a calculator to add numbers

So that I don't need to add myself

Scenario: Add two numbers 10 & 15

Given I have a calculator

When I add 10 and 15

Then the result should be 25

Scenario Outline: Add two numbers <num1> & <num2>

Given I have a calculator

When I add <num1> and <num2>

Then the result should be <total>

Examples:

| num1 | num2 | total |

| 10 | 15 | 25 |

When comparing a regular ***Scenario*** *Definition* with ***Scenario Outline***, values no longer need to be hard-coded in step definitions. Values are replaced with parameters as *<parameter\_name>* in step-definition itself.

# **Chapter – Question on API Testing**

## What is API Testing

API (application programming interface) testing is a type of software testing that performs verification directly at the API level. It is a part of integration testing that determines whether the APIs meet the expectations of functionality, reliability, performance, and security. This testing is performed at the message layer without GUI.

## What are different HTTP methods for REST API?

|  |  |
| --- | --- |
| **Method** | **Meaning** |
| GET | Fetches the representation of a resource state |
| POST | Create a new resource |
| PUT | Update a resource |
| DELETE | Removes a resource |
| HEAD | Fetches metadata associated with a resource’ state |
| OPTIONS | Lists the available methods |

## What are different response status code & their meaning?

|  |  |  |  |
| --- | --- | --- | --- |
| **Response Code Series** | **Response Code** | **Response Message** | **Meaning** |
| **1xx : Informational** | **Protocol information message** or **The request is received and continues to be processed** | | |
| 2xx : Success | **Server indicates that the request sent by client was successfully received, understood, and accepted.** | | |
|  | 200 | Ok | Success while processing client’s request |
|  | 201 | Created | New resource created |
| **3xxx: Redirection** | **Redirection related, Further action needs to be taken to complete the request. For example, 302 is for a temporary redirect.** | | |
|  | 301 | Moved permanently | Permanent redirection |
|  | 304 | Not Modified | Caching related response typically returned when the client has the same copy of the resource as the server |
|  | 307 | Temporary Redirect | Temporary redirection of resource |
| **4xx: Client Side Errors** | **Client sent a response which the server couldn’t comprehend, The request contains the wrong syntax or cannot be fulfilled.** | | |
|  | 400 | Bad Request | Malformed request by the client |
|  | 401 | Unauthorized | Client is not allowed to make request for access to particular resource |
|  | 402 | Forbidden | Client is forbidden to access the resource |
|  | 404 | Not Found | Resource does not exist or incorrect based on the request |
|  | 405 | Methods Not Allowed | Invalid method or unknown method used |
| **5xx : Server Side Errors** | **Server failed to fulfill the request sent by the client or The server fails to fulfill an apparently valid request** | | |
|  | 500 | Internal Server Error | Server failed to process request due to an internal error |